
Paper ID #39709

A Blended Approach to Design an Introductory Programming Course for
Non-CS Majors: Students’ Feedback

Ms. Kwansun Cho, University of Florida

Kwansun Cho is an Instructional Assistant Professor of the Department of Engineering Education, in the
UF Herbert Wertheim College of Engineering. She has been teaching introductory computer programming
courses for engineers. She holds two Masters’ degrees in Electrical and Computer Engineering from the
University of Florida and Yonsei University, specializing in speech signal processing. Her educational
research interests include improved flipped classroom teaching/learning for students, and computer- or
web-assisted personalized learning.

Sung Je Bang
Dr. Saira Anwar, Texas A&M University

Saira Anwar is an Assistant Professor at Department of Multidisciplinary Engineering, Texas A &M Uni-
versity. Dr. Anwar has over 13 years of teaching experience, primarily in the disciplines of engineering
education, computer science and software engineering. Her research focuses on studying the unique con-
tribution of different instructional strategies on students’ learning and motivation. Also, she is interested
in designing interventions that help in understanding conceptually hard concepts in STEM courses. Dr.
Anwar is the recipient of the 2020 outstanding researcher award by the School of Engineering Education,
Purdue University. Also, she was the recipient of the ”President of Pakistan Merit and Talent Scholarship”
for her undergraduate studies.

©American Society for Engineering Education, 2023



A blended approach to design an introductory programming 
course for non-CS majors - Students' feedback 

 
Abstract 
 
Computer programming skills are no longer discipline bounded. Many national policy 
documents across disciplines make computer programming a fundamental skill needed for most 
occupation in modern economy. Resulting to the rise of the need, there is a growing demand over 
different disciplines, for developing an introductory programming course that targets non-
Computer Science (non-CS) major students. This demand is more paramount as many students 
may not have been introduced to fundamentals of programming in high schools. According to a 
national survey, only 53% of high schools offer computer science courses. The scarcity of the 
availability of courses at high school level results in more difficulties, and no prior computer 
programming experience. For such students the deficit in base continues to grow in college with 
two important facets: 1) such students are reluctant to pursue engineering and computing majors 
and 2) these students find typical college programming courses more challenging and harder than 
many others who took programming in their high school, leaving them behind in courses. 
 
Considering offering programming courses for non-CS major students as an ongoing challenge, 
in this paper, we present our blended approach to design an introductory Python programming 
course for students with non-CS majors. Also, as the course was designed for non-CS majors 
with diverse students from different academic backgrounds, it is imperative to hear from non-CS 
major students’ perspective on the course and use their feedback for effective course changes and 
continuous improvement. 
 
Keeping the blended approach, the instructor used various approaches in the courses for 
enhancing student engagement including 1) lecture in various forms including pre and post 
reading materials, live coding, and discussions, 2) informal student interaction with instructor 
and peer mentor, and in-person and online office hours, and 3) individual and collaborative 
assessments. For capturing students’ feedback in this study we answer two research questions: 
RQ1) Which aspects of the Python programming course design do students like among activities 
related to lecture, informal interaction, and assessment, and why? RQ2) Is there any difference 
between students learning in individual and collaborative assessment? Which assessment works 
better? 
 
In the full paper, the results are presented from the collected data of 26 students’ perspectives, 
collected using an end-of-semester open-ended questionnaire. For research question 1, the data 
are analyzed using qualitative and quantitative content analysis approaches and described 
students’ perspectives on blended approaches. For research question 2 , comparisons were 
performed using Mann Whitney statistical analysis. 
 
We believe that sharing our blended approach, and students’ perspective will help in providing 
us the information for improving the course. Also, for the community and society the meaningful 
insights will help the instructors and course designers for non-CS major courses for students 
engagement and learning. 
 



Introduction 
 
Computer programming skills are no longer discipline bounded [1] and have become 
increasingly ubiquitous, which impact every aspect of society in today’s era [2], [3]. Not only 
curriculum designers and instructors but also students across disciplines have realized the 
importance of programming as a skill. Curriculum designers and instructors have designed 
courses to support students as much as they could. For example, Anderson and colleagues [4] 
designed and explored a learning environment to teach programming to liberal arts students. The 
authors argued the importance of teaching such skills to non-CS majors due to changing needs of 
the fields, specifically multimedia discipline.  Where studies have identified the need for 
programming courses due to the reshaping of industry and graduate school demands [1], studies 
have also discussed the associated challenges for such courses and the need for separate courses 
for CS and non-CS majors students. The associated challenges include a lack of interest in 
programming courses among non-CS majors students and less exposure to mathematicsal skills 
required for computing majors [2], [4]. Also, such lack of exposure to basic skills makes learning 
to program difficult and conceptually complex for many students [5], [6]. However, studies have 
also examined various mechanisms to 1) design courses and 2) diversify pedagogical approaches 
to help students and learning the requisite skills. The approaches to designing and teaching 
courses include various active learning mechanisms to increase students’ retention and success 
[7], [8]. Some examples of these mechanisms include group work, pair programming, and game-
based approaches [7] [8]. It is noteworthy that among many strategies, researchers have argued 
that collaborative and social aspects of these activities work better for students learning. For 
example, Vihavainen and colleagues [8] reported the importance of collaborative work in a 
systematic review synthesizing the literature from 32 studies.  
 
To provide a pathway to non-CS students into programming and coding, many literature studies 
have also emphasized the importance of using a blended approach to teaching courses [9], [10]. 
Among many stated benefits, the literature suggests that a blended environment with a blend of 
collaborative and individual self-paced activities offered using various modalities, including 
face-to-face lectures and online activities, and incorporating formal and informal interactions can 
help students learn [10], [11]. Overcoming the issues faced by students in traditional approaches, 
such approach can help students by increasing autonomy, flexibility, and convenience. Students 
develop various solutions to problems, interact better with the instructional team [12], and show 
better engagement [13].  
 
Considering the advantages and importance of designing a programming course for non-CS 
majors students and offering them the opportunity to learn with autonomy, we designed a 
blended learning course. Inspired by the flipped class model, we introduced a blend of various 
activities distributed at home and in class.  
 
In this paper, we examined the effectiveness of this newly designed course from students’ 
perspectives. More specifically, we addressed the two research questions:  
 

1) Which aspects of the Python programming course design do students like among 
activities related to the lecture, informal interaction, and assessment, and why?  



2) Is there any difference between students learning in individual and collaborative exams? 
Which exam type works better?  

 
Literature Review 
 
As reliance on technology increases in all fields, programming skills are considered a required 
competency [1] for all students. The competency requirement is more apparent with the trends in 
the job market, where experience and programming knowledge are considered essential elements 
for computing and non-computing majors  [14]. According to the report by BurningGlass, even 
people who hold non-programming jobs are expected to understand programming and be able to 
develop software  [14]. 
 
It must be noted that according to the report by Code.org, only 53% of public high schools teach 
fundamental computer science topics, and only 37 states implemented at least five policies to 
make computer science a mandatory part of their education systems at K-12 space  [15]. Such a 
lack in high schools may create a void or lack of interest in studying programming for college 
students [16]. While some CS-major students had extensive programming and computing 
knowledge, others, such as non-CS-major students, may have never been exposed to the same  
[17]. Considering this limitation and void, many universities began offering programming 
courses to students in a computer science program as well as students who are not part of any of 
their computer science programs to meet future career options demand  [18 - 20]. For example, 
Yale University created a program that allows non-computer science major students to receive a 
certificate in programming  [19]. All these programs aim to equip the students with the skills and 
competencies needed for career growth.  
 
While some other programs tried to offer the same programming course to computing and non-
computing majors, there have been several challenges. For example, with the growing 
enrollment for CS courses, the class sizes for CS classes kept increasing  [7], which would have 
been on a further rise with non-CS majors enrolling in the same course. This increase in class 
size causes students to have trouble knowing if they are making progress with learning in class  
[21]. Also, the mix of CS and non-CS students creates an issue with non-CS students who are, 
the minority of the class for not being able to connect and relate to others easily [21]. Large 
classes also cause instructors to "weed out" students who do not perform as well [21]. Another 
noted issue was related to non-CS students, who generally do not have prior programming 
experience. Students with prior programming experience most likely review what they already 
knew before taking the course rather than learning new concepts in the introductory course; non-
CS majors or students with no programming background could be struggling with courses. This 
causes the non-CS students to get "weeded out" [21]. 
 
Because of the reasons mentioned above, CS courses generally suffer from the highest dropout 
rates compared to courses in other fields  [22]. For example, Kinnunen and Malmi [23] found 
that many CS minor students dropped out of first-level computer science courses at the annual 
rate of around 30 to 50% at a local university. Although reasons varied for each student, the 
common reason was that the students found the courses too complicated and did not know how 
to manage their schedule to follow the courses  [23]. It is noteworthy that one difficulty of 
programming courses partly comes from the fact that, traditionally, CS course instructors teach 



programming through static coding [24]. Static coding is when instructors teach students how to 
program using pre-written code and compile them as examples. Researchers began to question if 
this is truly an effective way to teach students how to write programs [24]. Due to the ineffective 
nature of the previous attempts, it is essential to use instructional methods that may take an 
approach that resonates with varying learning styles [25]. Literature suggests that one such way 
to design courses could be the blended approach [26], which uses various teaching pedagogies to 
create an active and constructive environment [9]. For example, one approach that could be part 
of the blended approach is the live coding method. Live coding is a teaching method where 
instructors write the example code on their own in front of the class and then compile it [24]. 
Prior studies suggest that live coding is more effective in helping students understand 
programming concepts than static code examples traditional CS lectures generally use [24]. 
Another approach included in this blended approach is the positive informal relationship between 
students and lecturers. Jaasma and Koper [27] found that this informal relationship generally 
builds a stronger motivation within students to perform better in class. Similarly, Guerrero and 
Rod found a strong correlation between students' office hours visits and their academic 
performances [28]. Also, studies emphasized the use of individual and collaborative assessments. 
Individual assessments help students gain more motivation and improve their academic 
performance [29]. Collaborative assessments allow students to learn more effectively in class 
because they make the students do their own interpretation of the learning material and build 
knowledge and experience through social communication [30].  
 
Considering the effectiveness of different approaches discussed in the literature and combining 
them in one course, we designed an introductory Python programming course for non-CS 
students that uses a blended approach. This course was designed using the feedback of non-CS 
students. We believe that combining these approaches and implementing them into this course 
will significantly help the non-CS students gain motivation to perform well despite having little 
to no background in programming. 
 
Research Methods 
 
We used a multimethod approach to understand students’ feedback and perspective on the new 
course offered to non-CS majors students. 
 
Site and participants 
We collected the data from 26 non-CS majors enrolled in an elective Python programming 
course titled “Python Programming for Engineers” at a large R1 university. Table 1 provides 
information about the demographics of the participants.The topics of the course revolved around 
various programming principles such as variables, opeators, computing with numbers, objects 
and graphics, sequences, functions, decision structures, loop structures, and basic object-oriented 
design.  
 
Table 1 Demographics of the students 

 
No of Students Percentage 

Gender   
Male 22 85% 
Female 4 15% 



Race/Ethnicity 
  Hispanic or Latino, or Spanish Origin of any race 6 23% 

Asian 2 8% 
Black or African American 1 4% 
White 16 62% 
Two or more races 1 4% 

Academic Year   
Freshmen 7 27% 
Sophomore 9 34% 
Junior 8 31% 
Senior 2 8% 

Programming Experience   
Some Experience 12 46% 
No Experience 14 54% 

 
Course Design 
The course was designed around a semi-flipped model with activities and assessments spread 
over before class, during class, and after class 
 
The course was designed with the following activities. 
Before class 
1) Pre and post-class reading material (Reading Materials): Students were asked to read an 

assigned chapter before class and the posted in-class lecture notes and examples after class. 
The weekly assigned chapter provided some background and concepts to the students and 
helped them to understand when the instructor used a variety of teaching techniques and to 
engage in problem-solving activities.  

2) Individual readiness assurance test (iRAT): Students were asked to take a simple quiz that 
had eight to ten questions relating to the contents of the assigned chapter of the textbook. 

During class 
3) Live coding or demonstration by the instructor (Live coding): For each topic, the instructor 

demonstrated the programming concepts using live coding in each class. During live coding, 
the instructor demonstrated the mechanism to solve a problem from start to finish.  

4) Informal class discussion with peer (Peer Discussion): Students were highly encouraged to 
discuss their high-level approaches (or pseudo codes) to solve weekly in-class assignments.   

5) Informal interaction with the instructor (Instructor Discussion): Instructor was available to 
individually discuss any thoughts and questions that were related to each week’s concepts. 

6) Informal discission with the peer mentor (Mentor Discussion): Peer mentor was available to 
individually discuss any thoughts and questions that were related to each week’s concepts. 

7) Individual class assignments (iCAT): Students were required to complete three individual 
programming tasks per week.  

After class 
8) In-person office hours with the instructor (Instructor in-Person OH): Students could use the 

in-person office hours to discuss their questions and/or concerns. 
9) In-person office hours with the peer mentor (Mentor in-Person OH): Students could use the 

in-person office hours to discuss their questions and/or concerns. 



10) Online office hours with the instructor (Instructor Virtual OH): Students could use the zoom 
office hours to discuss their questions and/or concerns. 

11) Online office hours with the peer mentor (Mentor Virtual OH): Students could use the zoom 
office hours to discuss their questions and/or concerns. 

12) Individual exams (iExams): There were three in-person exams  
13) Individual homework assignments (iHW): There were three individual programming 

homework assignments during the semester.   
14) Collaborative exams (cExams): Right after each iExam, students was assigned to a group of 

five peers to discuss and solve the exam questions collaboratively.  
 
Measures 
The data were collected using a survey questionnaire with a blend of Likert scale questions to 
measure how much students like or dislike each course activity and open-ended questions. The 
Likert scale questions asked the students to rate each activity on a scale of likeness from 1 
(dislike extremely) to 5 (like extremely). The open-ended questions were designed to understand 
their reasons for liking or disliking some activities over others. Table 2 presents the sample 
items. 
 
Table 2 Sample questions from the survey questionnaire 
Category Sample Questions 
Likert scale question In the course, the instructor introduced you to various activities. 

Please rate each activity on a scale of likeness from 1 (dislike 
extremely) to 5 (like extremely). 

Reason for liking activities Please pick your top three liked choices of class activities and 
describe your reasons for liking them. 

 
Also, we used students' scores in the exams to measure students' learning. The course has three 
exams with individual and collaborative sections. We considered the score of these to assess to 
examine difference between students learning and to understand which assessment works better. 
 
Data Analysis 
We used Microsoft Excel for qualitative and quantitative content analysis. Also, we used SPSS 
v29.0 to conduct the related samples Wilcoxon signed ranked test.  
 
For research question 1, we calculated the average of the Likert scale questions. Also, we coded 
the top three choices students liked or disliked using open-ended coding for content analysis. We 
used the identified codes for quantitative content analysis to examine how many students 
selected the activity type. We converted the results into percentages based on the response of the 
26 students in total. For qualitative content analysis, we used open coding to understand students' 
reasons for liking or disliking an activity.  
 
We selected the related-samples Wilcoxon signed ranked test for the second research question 
due to sample size and issues related to data normality. To conduct the analysis, we convert 
students' scores of individual exams (Part 1) and collaborative exam (Part 2) into percentages so 
that each exam portion's score is evaluated out of 100%. 

 



Results 
 
Course Activities  
To answer the research question and explain which aspects of the programming course students 
liked the most, we first calculated the average students' rating of the Likert scale question asked 
for each activity. Table 3 presents the averages for each aspect of the course.  
 
Table 3 Average on Ratings of Likert Scale Survey 

Class Activity Average 
Reading materials 3.62 
iRAT 2.81~ 
Live Coding 3.85 
Peer Discussion 4.31* 
Instructor Discussion 4.31* 
Mentor Discussion 4.19 
iCAT 4.12 
Instructor in-Person OH 3.57 
Mentor in-Person OH 3.69 
Instructor Virtual OH 3.5 
Mentor Virtual OH 3.69 
iExams 2.81~ 
iHW 4.26* 
cExams 4.35* 

* indicates top choices students liked; ~ indicates top choices students disliked 
 
From the averages, it was evident that the highest average was assigned to the collaborative 
exam (4.35) section of the assessments, and the least liked assessment was individual exams 
(2.81) and individual readiness assessments (2.81). Within the "before class” category, the 
lowest rating was assigned to individual readiness assessment (2.81). Within the "During class 
time" category, students liked the discussion with both peers and instructors equally (4.31), while 
although the average is high, with the in-class category, they didn’t like the individual class 
assignments (4.12). Within the category of "After class," students least liked individual exams in 
assessment (2.81), and instructor virtual office hours (3.5).  
 
In the second step, we examined these results in connection with the open-ended questions, 
where students picked their top three choices for activities they liked or disliked and explained 
their reasons. Using Quantitative Content Analysis, we coded and identified students' top three 
choices they liked and the top three choices they disliked.  
 
For the top choices students liked, the results indicate that when asked qualitatively, most 
students selected individual homework assignments (77%), individual class assignments (77%), 
and collaborative exams (46%) as their top three choices. Afterward, we conducted the 
qualitative content analysis and identified that students felt positive emotions and liked the 
learning provided during these activities. For example, a student with no prior programming 
experience selected the three as their top choice and said, "Class assignments, homework 
assignments, and collaborative exams were my favorite parts of this course. I enjoyed the 



freedom of being able to create my own solution to a problem. The assignments were engaging 
and challenging. I also especially liked being able to pool my knowledge with other classmates 
in order to do the very best that we can on problems."  In the same context, another student with 
no prior programming experience selected the same choices and said "I really enjoyed the class 
assignments and homework assignments because I feel they accurately covered the material in 
class while also challenging me enough to have to think creatively to build the program. I also 
enjoyed collaborative exams because I liked being able to hear how others think and argue my 
points."  
 
Considering the perspectives of students with some programming experience, and selected the 
same three options and said, "My 3 favorite activities from class were the HW assignments, in 
class assignments, and part 2 of the exams. The bigger HW assignments were very familiar to me 
because I have experience programming and gave me a chance to learn by doing. I liked the in 
class assignments for the same reason but I think they're smaller scale made them good for 
learning about specific topics. Part 2 of the exams were a nice change of pace that I think helped 
facilitate extra learning from the exams that wouldn't have been possible otherwise." 
 
Among the choices of lecture and informal interaction, students loved having an informal 
discussion with the instructor (23%). For example, a student said, "informal interactions with the 
instructor and peer mentor allowed me to learn the best. This is because I was not afraid to ask 
questions, and I could discuss anything about programming, which broadened my 
understanding." 
 
For the choices students disliked, the results indicate that when asked qualitatively, although a 
good number of students didn't dislike anything (19%), students selected individual readiness 
assurance test (46%), individual exams (19%), and Live coding (15%) as their top three choices. 
However, with qualitative content analysis, it is also noteworthy that most students, when 
showing their disapproval of these activities, also indicated the reason for course setup or time 
constraint as a factor. For example, a student mentioned, "The main thing I disliked were the 
iRats because I found the timing to be very inconvenient. I would have strongly preferred if they 
were due at midnight the day of class instead of before class. There were no other class activities 
I disliked, but being able to work on the in class assignments throughout the first part of class 
would have been nice." Another student who selected both the individual readiness assurance test 
and individual exam as the disliked aspect suggested "iRat - Did not have the patience to read 
the book or could not remember key words in the questions. Exam Part 1 - Didn't really enjoy 
the setup/ felt so easy to make a mistake in the output questions that costs the whole problem." 
Similarly, a student who disliked live coding said, "The in-class coding demos weren't very 
useful, mostly covered the information from the textbook that we were already required to read 
before that class session." Also, the other student mentioned "live coding or demo, could be 
tedious if there is a lot to watch." 
 
Students Learning in Exams 
We used the data from three exams to understand the difference between students learning in 
individual and collaborative exams. The results of the related samples Wilcoxon signed ranked 
test are presented in Table 4.  
 



Table 4. Results of the related samples Wilcoxon signed ranked test 
 Individual exam 

Mean ± SD 
Collaborative exam 

Mean ± SD 
Test Statistics 

N = 26 
p 

Exam1 74.27 ± 15.82 96.31 ± 5.64 350.00 <.001** 
Exam2 54.46 ± 14.98 79.41 ± 12.90 350.00 <.001** 
Exam3 68.46 ± 15.18 86.45± 7.20 356.50 <.001** 
*indicates <0.05; ** indicates <0.01 
 
For Exam 1 and Exam2, 25 students showed the positive difference between collaborative and 
individual exams, and only one student showed a negative difference (see Figure 1 and Figure 2, 
respectively). However, for Exam3, although most students showed a positive difference 
between collaborative and individual exams, two students showed a negative difference. These 
results indicate that most students on the rank scored higher in collaborative exams than 
individual exams.  
 

 
Figure 1. Collaborative and individual Exam1 
 

 
Figure 2. Collaborative and individual Exam2 

 

 
Figure 3. Collaborative and individual Exam3 

 
 
Discussion and Conclusion 
 
In this paper, we examined the students’ perspective about the newly designed programming 
course offered in Python for non-CS majors students. In this blended course, several aspects 
were introduced which are different from traditional approaches to teaching programming, 
especially to non-CS majors. The end-of-semester survey questionnaire was circulated to 



examine the students’ perspectives, including both Likert Scale and open-ended questions. 
Additionally, students' learning was examined in individual and collaborative exams within 
three-course exams, spaced relatively at equal intervals during the course.  
 
The study results indicate that most students liked the course and found it useful for their future 
careers (88% found it helpful, 4% found it not helpful, and 8% didn’t respond). Also, when 
looking at class activities, most students found collaborative activities, i.e., collaborative exams, 
informal discussion with peers, or informal interaction with the instructor, as the highest-rated 
liked activities. Similarly, in the open-ended questions, most students, besides individual work, 
students picked collaborative exams as their top three choices. These results align with existing 
literature that suggests that collaborative activities are helpful in students learning [8], [31] and 
engagement [12], [32] within programming courses. Also, students’ comparisons of individual 
and collaborative exams indicated that for most students, their learning was better in 
collaborative exams over individual ones.  
 
One noteworthy result was related to students' choice of the most disliked activities. While 
students liked individual homework and individual class assignment, individual exams were not 
appreciated. One difference between the three activities was the pace at which students were 
required to complete these activities. While individual homework assignments and class 
assignments were self-paced, the exam was time-bounded, and the setup was structured. Another 
difference was in the nature of the activities. While individual homework and activities were 
related to problem-solving, individual exams were more of a test of understanding and 
knowledge with output, debugging, and multiple-choice questions. These findings align with 
previous literature that suggests that students feel frustrated with activities that test knowledge 
over skills [33], [34].  
 
The results of this study must be viewed in light of several limitations and future directions. 
First, this study examined students' perceptions of a newly designed course. Although the 
approach is closer to mixed methods, we used a multimethod approach. Future studies can 
consider a more holistic examination of students' engagement and perception using multi-modal 
approaches [35], [36]. Also, the approach could have considered a defined quantitative and 
qualitative phase with a larger sample for the quantitative phase. The results of this study are 
limited to one small class size, one offering only. A future offering with larger student 
enrollments or several course offerings may provide an enhanced perspective. Also, in this study, 
no process data was included. Future studies could rely on supplementary information such as 
observation protocols [32], which may help to see researchers' perspectives on students' 
engagement and learning. Also, studies suggested that gender, ethnicity, and other demographics 
could significantly impact students' ways of perceiving needs for learning programming [37]. 
Future studies could account for such variables. 
 
These results are interesting as they highlight that novices, especially non-computing majors, 
require variation in teaching pedagogies to perform and learn effectively. Also, it informs the 
instructors that they need to blend the pedagogies to provide ample social and interactive 
activities for students' engagement and learning. Also, the results emphasize the importance of 
developing problem-solving skills by programming over designing activities that revolve around 
understanding concepts. 
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