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An Integrated Course in Programming 
for Laboratory and Process Control 

 
Introduction 
 
The Engineering Technology program of Drexel University emphasizes a holistic approach to 
programming for laboratory and process control. In this approach we address not only the basics 
of programming languages but also considerations relating to implementation such as cost, 
reliability, upgradeability, and maintainability as well as hardware issues such as power 
consumption and form factor. The approach spans several courses so that common problems are 
addressed using, e.g., microcontrollers, microprocessors, or programmable logic controllers, so 
that students acquire a feeling for the different uses and application space of each technology. In 
this paper we describe how we extend this approach to the basic first-year course in 
programming. 
 
Students today are confronted with a wide range of programming languages and development 
tools. Typically these are offered as isolated courses or learning modules, with little attempt to 
provide them with the understanding needed to select the best tool for the job at hand. This paper 
describes an integrated course in programming techniques for controlling laboratory experiments 
and industrial processes. The course is intended to provide first-year engineering technology 
students with a broad overview of available programming technologies. To do this, two 
programming tools were chosen—the C programming language and LabVIEW. The first half of 
the course is dedicated to C programming. Topics include a brief introduction to computers and 
programming, I/O, data types, expressions and assignments, relational operators, loops and 
branching, functions, and arrays. This part of the course is taught in a computer laboratory so 
that each student has an individual computer. Every lecture includes simple exercises (~ 5 
minutes each) that are preformed by the students in real time as the relevant topic is covered. 
Most lectures are followed by a laboratory exercise. The laboratory exercises are based on the 
Arduino microcontroller platform [1]. Code::Blocks [2] is used as the development environment. 
The advantage of using Code::Blocks is that it supports programming in both standard C and 
Arduino C 
 
The LabVIEW part of the course is dedicated to enhancing students’ understanding of 
monitoring and control processes. Using LabVIEW, students are required to create virtual 
experimental setups as well as create monitoring and control interfaces for physical experiments.  
 
A key feature of the approach is the seamless integration of the C and LABVIEW laboratory 
activities in such a manner that students get to practice their programming skills in both 
languages using similar physical experiments, as described below. Students learn by comparison 
various basic and intermediate programming skills, learning the advantages and disadvantages of 
both text-based and graphical coding. In addition to the academic goals of these activities, 
students gain tremendous hands-on experience using real-life examples. 
 
The course is a required 3-credit course for the Engineering Technology degree that integrates 
both traditional in-class lecture and laboratory activities. Most students enter the course with 
little or no formal training in either C or LabVIEW. Expected outcomes include the ability of the 
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students to explain and use basic I/O operations, data types, assignments, functions, and simple 
control statements to develop C and LabVIEW programs for industrial and laboratory 
applications, and to use industry-standard development environments. Multiple forms of 
assessment were used to demonstrate success, including student surveys, course exams, and 
homework.  
 
Course Description 
 
Table 1 shows the 10-week course schedule. The first five weeks are dedicated to C 
programming. The first week’s lecture provides a brief introduction to how a computer executes 
a program and what a computer program is. This is followed by introduction to basic C 
programming, including data types, expressions, assignments, I/O, and mathematics libraries. In 
the second week relational operators and while loops are covered. The next two weeks cover 
branching and functions and arrays. A comprehensive midterm exam is given in the fifth week, 
assessing the students’ knowledge of C programming, and a final project is assigned to be 
developed by week 11 as a assessment for the LABVIEW sequence..   
 

Week                                Topic 

1 Introduction to programming, I/O, data types, 
expressions and assignments 

2 Relational operators, while loops 

3 Branching 

4 Functions and Arrays 

5 Midterm Exam 

6 LabVIEW programming principles; LabVIEW 
environment 

7 Data types, software constructs, and structures in 
LabVIEW 
Graphical User Interface (GUI) elements 

8 LabVIEW variables and functions; Objects.  Simple 
design patterns. Quiz 1 (in class) 

9 SubVI (Virtual Instrument) design, VI design and 
documentation 

10 Strings and File I/O, Error handling, Debugging tools 
and techniques, State Machines 

11 Final Exam (Quiz 2 – take-home project) 

Table 1. Course schedule. 
 
The course is offered in a 28-seat computer laboratory in which each student has access to an 
individual computer and experimental hardware setup. Every lecture includes simple exercises  
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(~ 5 minutes each) that are preformed by the students in real time as the relevant topic is covered. 
For example, the first exercise involves opening the development tool and writing C code to print 
the message, “Hello World” to the screen. Students then have to figure out how to modify the 
code to print variations in text, spacing, etc. The lectures in weeks 2 through 4 are followed by 
more detailed laboratory exercises. These labs use the Arduino Uno microcontroller board. 
Arduino modules used in this way have been shown to enhance students learning in C/C++ 
courses [3].  
 
In the first lab exercise the students use a custom built three-color LED board, shown in Figure 
1. The board is designed to plug directly into the Arduino board in such a way that it connects to 
ground and three I/O pins. Before mounting the board the students use jumper wires to connect 
sequentially each of the internal R, G, and B LEDs to the Arduino’s 5V power supply so that 
they understand how the board is wired. Next, they move the jumper wire to one of the I/O pins 
and develop and run the code to make a 1-second LED flasher using the Code::Blocks 
development tool. Code::Blocks was chosen as the Integrated Design Environment because it 
supports programming in both standard C and Arduino C. This means that the students do not 
need to use a separate tool (e.g., Arduino IDE) to program the microcontroller. 
 
 

 
Figure 1. Three-color LED mini-shield. 

When students open Code::Blocks and select, “Create a new project,” they’re presented with a 
choice of project options, including an Arduino Project or Console application, as shown in 
Figure 2. The student uses Console application for conventional C programming during the 
lectures or for homework. Code::Blocks is available as freeware, although the version with 
Arduino IDE is only available in the Windows build. 
 
Once the students have the single flasher code working, they are instructed to plug the LED 
board into the Arduino board. They are then challenged to develop the code to implement an 
“Arduino Traffic Light,” that sequentially turns on Green for 30 seconds, then yellow for 15 
seconds (yellow is produced by turning on both Red and Green LED elements), then red for 30 
seconds. 
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In the second lab exercise students use an ultrasonic rangefinder module [4] with the Arduino 
microcontroller board to determine the distance to nearby objects and to generate a warning 
when collisions are imminent. The rangefinder module comprises an acoustic transmitter that, on 
command from the microcontroller, transmits a burst of 40 KHz sound, and a receiver that 
detects returning echoes of the signal when it reflects from nearby surfaces. The rangefinder 
module then notifies the microcontroller that the echo has been detected. Students are given 
prewritten code that measures the time interval between transmission and detection and returns 
the distance to the reflecting object. Once the students have this code running and generating 
distances, they use the three-color LED board from the previous lab to develop a proximity 
warning system. The rangefinder is shown in Figure 3. 
 

 
Figure 2. Code::Blocks project selection window. 

 

 
Figure 3. Rangefinder module. The four pins at the bottom are, from left to right, Power (5 
V), Trigger, Echo, and Ground. 

In the third laboratory exercise (corresponding to the lecture on functions and arrays) students 
learn to control a servo motor. They begin by using the Arduino Servo library to calibrate the 
servo motor that they are given. They then develop the code to implement a 5-position indicator 
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such as one might find in an old building elevator dial. For this last exercise they don’t use the 
Servo library, but instead develop their own code using an array of delay times.  
 
During the LABVIEW portion of the course, besides acquiring basic graphical programming 
skills, students are encouraged to think creatively about how to implement on a virtual level a 
physical experimental setup and how to develop a monitoring and control interface using loops 
and structures, culminating with developing simple state machines. During this half of the 
course, students are led—step-by-step at first, then in increasingly high-level terms—through the 
creation of several LabVIEW VIs of increasing complexity. While other activities are also 
conducted during the course as in-class or homework assignments, in this paper we are 
presenting only those that are implemented as common C and LABVIEW programming during 
the course. 
 
First, the students are introduced to the concepts of controls and indicators (corresponding to 
traditional inputs and outputs, or data “sources” and “sinks.” After a few preliminary exercises, 
the students write a VI using a While loop and an elapsed time control to create a blinking light, 
as shown in Figure 4. 
 

 
Figure 4. Front panel and block diagram for a blinking LED. 
 
After the students complete the blinking-light VI, the idea of FOR loops is introduced. The 
elapsed-time control is retained, but rather than controlling the time spent in a simple WHILE 
loop, the delay now controls the amount of time spent in each cycle of the For loop. The iteration 
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loop counter is then used, along with a series of comparators, to light up a green, amber, or red 
control based on the current iteration count of the For loop. This results in a “traffic light” 
display, showing green, then amber, then red lights, shown in Figure 5. An outer While loop 
ensures that the cycle continues until the program is stopped. The idea of different actions based 
on different values of a variable can lead into a discussion of state sachines (although such a 
timer-based device is a very crude state machine.)  
 
 

 
Figure 5. Traffic light VI. 

 
Finally, the idea of local variables is expanded on, and the students build an elevator VI, 
complete with Up and Down buttons and a dial. A local integer variable is used to store the 
current floor number. The dial indicator representing this variable is updated from either itself (if 
no buttons are pressed), itself decremented (if the Down button is pressed), or itself incremented 
(if the Up button is pressed.) Debounced, single-shot action is selected on the button inputs, and 
the output is coerced to the range 1 through 6, thereby preventing passengers from using the 
elevator to explore outer space or any mineshafts.  
 
It should be noted that each student could actually design his/her own unique LabView VI, since 
each experimental setup may be devised as an open-ended design. In this way students gain 
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knowledge about designing an experiment at physical and virtual level that should answer certain 
pre-designed requirements.  
 

 
Figure 6. Elevator VI. 

 
Results 
 
The course, with revised laboratory exercises, was offered in the spring of 2014. Twenty-four 
students completed the course. All but a few had no experience with either C or LabVIEW. 
 
The efficacy of the course was assessed using homework, lab reports, and midterm and final 
exams. Scores for the first and last half of the term were evaluated separately. For the first half, 
the average scores were 80.7, 82.6, and 86.4 (100 maximum) for homework, lab reports, and the 
midterm. In addition, at the end of the first half of the course students were surveyed using a 
Likert-type scale to assess how much the course contributed to their understanding of these 
topics. The rubrics used were 0 = “Nothing” and 5 = “A great deal”. The questions are shown in 
Table 2, together with average scores and standard deviations for each. 
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Eighteen of the 24 students responded. Average scores ranged from 3.83 (How much did this 
course contribute to your understanding of how computers work?) to 4.44 (How much did this 
course contribute to your understanding of how microcontrollers work?). The relatively large 
standard deviations appear to be largely due to scores from one student who strongly disliked 
programming. If this student’s scores are removed the average for each question (other than 
question 2) goes up about 0.2 and σ goes down by about 0.24. Ten of the 18 responding students 
provided comments. These were strongly positive with the exception of the student mentioned 
above. 
 
Question	
   Average	
   σ  
1. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  how	
  

computers	
  work?	
  
3.83	
   1.1	
  

2. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  how	
  
microcontrollers	
  work?	
  

4.44	
   0.62	
  

3. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  basic	
  
input/output	
  operations	
  in	
  the	
  C	
  programming	
  language?	
  

4.06	
   1.0	
  

4. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  C	
  
data	
  types	
  and	
  declarations	
  

4.06	
   0.94	
  

5. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  
arrays	
  in	
  C?	
  	
  

3.63	
   1.2	
  

6. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  understanding	
  of	
  basic	
  
control	
  statements	
  (while,	
  if-­‐else,	
  for)	
  in	
  C?	
  

4.06	
   1.39	
  

7. How	
  much	
  did	
  this	
  course	
  contribute	
  to	
  your	
  ability	
  to	
  use	
  C	
  to	
  
perform	
  simple	
  control	
  tasks?	
  

4.39	
   0.92	
  

8. How	
  much	
  did	
  you	
  enjoy	
  this	
  part	
  of	
  the	
  course?	
   4.17	
   1.04	
  
5	
  =	
  a	
  great	
  deal,	
  	
  0	
  =	
  nothing	
  
Table 2. Survey results for C programming. 

The final assessment is based on an individual project consisting of designing a LabVIEW VI 
of intermediate complexity that should be used for monitoring and control of a series of 
physical parameters. Students scored well during the past two academic years when this 
course was offered, the average score for the course being 87%.  
 

 
Conclusions 
 
In this paper we described an integrated course in programming techniques for controlling 
laboratory experiments and industrial processes. Two programming tools were chosen—the C 
programming language and LabVIEW. A key feature of the course is the seamless integration of 
the C and LABVIEW laboratory activities in such a manner that students get to practice their 
programming skills in both languages using similar physical experiments, thereby learning the 
advantages and disadvantages of both text-based and graphical coding. The laboratory 
experiments are designed to provide students with commonly encountered real-world 
experiences.  
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A range of assessment tools were used to determine the efficacy of the course, including student 
surveys, course exams, homework, and an end-of-term project. The results indicated that this 
approach provided an effective learning experience. 
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