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Abstract

In today’s competitive world, the expectations from college graduates are much different than it was decades ago. The new graduates are now not only expected to know their area of expertise but also to educate themselves on the new and up-coming technologies. The rapid changes in technology along with the just-in-time and customer-centered project management made it a norm for engineers, engineering technologists, and computer programmers to have soft skills such as; self-directed learning, technical communication, and critical thinking in addition to their discipline specific knowledge and technical skills. Many students don’t necessarily get exposed to self-directed learning skills in a traditional classroom setting. This makes it challenging for students to become self-directed learners after graduation. This study provides an overview of the design and development of several self-directed learning modules, along with the implementation procedure and analysis of the preliminary results.

Introduction

With the current pace the technological advancements are achieved today, it became necessary for recent college graduates to keep themselves up-to-date with all the innovations and technological advancements. Especially for engineering, engineering technology, and computer science majors, self-improvement and continuous learning after graduation became an expectation. The concept of continuous learning can present a challenge for many recent graduates as it may require self-directed learning. The traditional learning environment where the teacher presents the material does not provide an environment for students to gain self-directed learning skills. In self-directed learning, the learner has control on what he/she will learn, the approach they want to employ to learn the material and assess their learning. The challenge with self-directed learning is to teach students the self-directed learning skill set. When students are not taught this skill set or did not get a chance to practice this skill set, they feel discomfort as self-directed learners. Negative experiences along with certain level of discomfort due to self-directed learning may be outcome of low self-perceptions of content learning and lack of personal interest on the topic. The task of providing students with the self-directed learning skill set fall on the educational institutions and faculty. In an effort to provide students with this much needed skill set; faculty from various institutions developed materials and employed various approaches in their courses to teach students the self-directed learning skills. In University of Sydney, to promote independent study and lifelong learning, a series of online courses are implemented into freshman science course curriculum. Project-based learning is also being used commonly to involve students beyond traditional learning and requires the students to use self-direction. In a Computer Aided Engineering (CAE) course, students were
asked to study and learn the lab material on their own and were forced to think and figure out the assignments on their own.9 A series of modules that promote self-directed learning have been designed to be implemented into a senior level mechanical engineering technology course.10 As the popularity of using social networks among students increased, educators used the social networking sites such as Facebook to teach students self-directed learning.11 As the importance and the application of the self-directed learning increase, the need to assess students’ self-directed learning skills also increased. A review of formative assessment and good application principles of the self-directed learning was examined so that proper assessment techniques can be developed.12

In an effort for students to gain the self-directed learning skills, which will last them lifelong, a variety of approaches have been implemented into the curriculum by faculty in different disciplines. These approaches include modules that can be implemented into the lecture material, projects that can be a part of senior design courses, and reading assignments that can complement the laboratory work. In engineering and engineering technology majors, the laboratory component in the courses, along with the senior design course component in the curriculum provide great opportunities to implement the self-directed learning component for students to gain the self-directed learning skill. In Computer Programming major, the inclusion of self-directed learning modules is also becoming very important. In order for the students to be competitive in their field and gain the self-directed learning skills, a series of self-directed learning modules are developed to be implemented in a sophomore level Foundations of Computer Programming II course, called BCS 230, at a 4-year State College. This paper provides an overview of the development of the self-directed learning modules along with the implementation procedure and implementation timeline.

**General Course Description**

*BCS 230 - Foundations of Computer Programming II* course is a sophomore level, 3-credit core course that covers advanced topics such as: arrays, pointers, strings, classes, data abstraction, inheritance, composition, templates, and overloading.13,14 Students have to successfully complete *BCS 120 – Foundations of Computer Programming I* course with a C or better grade to be able take the BCS 230 course. *BCS 120 – Foundations of Computer Programming I* course is a freshman level, 3-credit core course that introduces C++ programming language. In this introductory level course, students learn to develop algorithms using top-down stepwise refinement as well as introduction to the some of the object oriented programming concepts and C++ syntax and debugging techniques.

During the Fall 2014 semester, BCS 230 course is offered as an in-class course that uses the online course management system called Angel.15 That is, the course instructor shares the learning materials, announcements, and the assignments on the course site in Angel. During the Fall 2014 semester, the self-directed learning component is introduced to BCS 230 course through inclusion of three self-directed learning modules. The modules cover the topics of
Recursion, Exception Handling, and Virtual Functions and Abstract Classes, respectively. Figure 1 shows how the self-directed learning modules and an example module (Module 2 – Exception Handling) are shared with students on the course site in Angel.
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**Development of the Self-Directed Learning Modules**

The pilot implementation of the self-directed learning modules is carried out during the Fall 2014 semester. Three self-directed learning modules have been developed. Table 1 shows the names and extra credit grade percentages of the modules. The details of each module are shared below.

Table 1. Self-Directed Learning Modules and Extra Credit Percentages

<table>
<thead>
<tr>
<th>Module No</th>
<th>Module Name</th>
<th>Extra Credit Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Recursion</td>
<td>1%</td>
</tr>
<tr>
<td>2</td>
<td>Exception Handling</td>
<td>1%</td>
</tr>
<tr>
<td>3</td>
<td>Virtual Functions and Abstract Classes</td>
<td>1%</td>
</tr>
</tbody>
</table>

**Module 1 – Recursion**

In computing, there are two major programming techniques for solving problems: iteration and recursion. In iteration, a problem is solved by repeatedly applying the same procedure until a solution is achieved. In recursion, a problem is solved by repeatedly reducing the problem into smaller instances of the same problem and tackling each smaller problem. BCS 120 and BCS 230 courses only teach the iteration technique, not the recursion technique. Only the students majoring in the programming track in Computer Systems department will learn the recursion technique later in the curriculum in **BCS 370 – Data Structures** class. Recursion is a very important concept and may not be easy-to-learn topic for some students; therefore we believe that there are benefits to introducing this topic earlier. Students who are not majoring in
programming track will not learn about the recursion concept in another course. It is beneficial for those students to gain knowledge on the recursion.

In this module students will learn the following concepts related to recursion:

- What are recursion, recursive function, and recursive algorithm?
- What are direct recursion, indirect recursion, and infinite recursion?
- How to solve a problem using a recursive algorithm and how to write a program using recursion?
- Recursion vs. Iteration: When to use which one?

**Module 2 – Exception Handling**

Exception is an anomaly, a fault, or an unwanted event that happens when a program is executing. These unwanted events can be such as division by zero, opening a non-existent input file, or the user entering a text data while the program is expecting a number. Exception causes the programs to terminate abruptly; instead, we want the program to terminate gracefully by giving an error message to the user or recover from the exception and continue executing. This can be achieved by including exception handling code in the program.

Exception handling is an advanced concept for modern programming languages such as C++. BCS 230 class does not cover the exception handling concept, only the upper level Computer Systems courses such as BCS 345 – Java Programming and BCS 370 – Data Structures courses may cover this concept. Students who learn about the exception handling concept will benefit greatly in the upper level Computer Systems courses.

In this module students will learn the following concepts related to Exception Handling:

- What is an exception? What are the events that cause an exception?
- How to write Exception Handling code, that is try/catch blocks, in C++?
- How to throw an exception?
- Learning about and using C++ Exception Handling Classes
- How to create your own Exception Classes?
- What are the three Exception Handling Techniques: Terminating the program, Fixing the Error and Continuing, Logging the Error and Continuing?

**Module 3 – Virtual Functions and Abstract Classes**

Virtual functions make it possible to design a base class in an abstract way and force the derived classes to custom-implement the base class’ methods according to their needs. This way classes don’t need to be derived from scratch. Virtual Functions and Abstract classes are part of one of the three main principles of Object Oriented Programming – that is polymorphism.

Students in the Computer Systems major learn about the virtual functions and abstract classes’ concepts in BCS 345 – Java Programming course, a required course for all students in the department. Introducing some of the concepts of in BCS 230 course earlier will greatly improve students’ learning experience later in courses such as BCS 345.
In this module, students will learn the following concepts related to Virtual Functions and Abstract Classes:

- What is a virtual function? Why and when do we need it?
- What is compile-time binding (static binding) vs. run-time binding (dynamic binding)?
- Virtual Functions with formal reference parameters and pointer parameters vs. value parameters
- What is a pure virtual function, and how to implement one?
- What is an abstract class and how to implement one?

**Pilot Implementation Overview**

The pilot implementation of the self-directed learning modules was carried out during the Fall 2014 semester. Students were given the three modules in order of Module 1, Module 2, and Module 3. Students had 3 weeks in total to complete three modules. There were no restrictions on how many modules a student can complete. A student could pick and choose to complete one, two or all three of the modules within the given deadline. In order for the modules to be an effective representation of the self-directed learning concept, they were voluntary and extra credit. That is, students who choose not to participate in self-directed learning weren’t penalized. In addition, students who wish to gain extra credit but who do not wish to complete the self-directed learning modules were offered 3 other assignments to complete for 1% extra credit each. These other extra credit assignments were a quiz and/or a programming assignment from the topics already covered in the course by the professor.

Throughout the self-directed learning experience, students completed the following 3-steps for each module:

*Step 1:* Students learn the topic on their own (*self-directed learning*). Course textbook\(^{16}\) was the main reference to study the topic. The textbook has a dedicated chapter for each module. Additional resources such as tutorials, YouTube videos are also shared to complement the learning process.

*Step 2:* In an effort to measure students’ learning and provide them with an instant feedback, each self-directed learning module was followed by a quiz. The quiz was administered via the online course management system (Angel). Students were provided with True/False and Multiple Choice questions. Students could take the quiz as many times as they wanted within the deadline of the module, and the highest achieved grade was counted. The availability of multiple attempts was designed to reinforce the learning. The quiz counted towards 40% of the module’s overall grade. A portion of Module 2 quiz is shown in Figure 2.
Step 3: In this last step, students were asked to complete 1-3 small programming assignments to apply what they learnt in that particular module. These programming assignments included: (i) modifying and/or extending a given program and (ii) writing a small-to-medium size program from scratch. The programming assignments counted towards 60% of the module’s overall grade. A sample of Module 2 lab is shown in Figure 3.
The assessment process for the pilot implementation was carried out via pre and post-experience surveys. The surveys measured students’ interest as well as their perception of the self-directed learning concept. Students’ understanding of the self-directed learning material was measured both via the module assessments and module surveys. The implementation process and the online learning environment for the BCS 230 course are shown in Figure 4. The results of the pilot implementation’s pre and post-experience surveys will be used to further develop the SDL modules to meet the needs of the students’ learning experience.
Preliminary Results and Analysis

The pilot implementation of the SDL modules was completed during the Fall 2014 semester. Prior to the start of the pilot implementation, students were given a pre-experience survey. The goal of the pre-experience survey was to measure and understand students’ interest in SDL. The pre-experience survey uses a 5-point Likert Scale. Upon completion of the SDL modules, students were provided with a post-experience survey. The post-experience survey measured students’ feedback on the modules. During the Fall 2014 semester, BCS 230 course ran in two sections. Section-I had 16 students and section-II had 11 students; a total number of 27 students were enrolled in the course. Of the 27 students enrolled in the course, 4 students completed the surveys and the SDL modules. Although this is a low participation rate, it is also understood that participation to the SDL modules were 100% voluntary. It is also understood that the idea of self-directed learning may be an unknown and new concept to students, and that might have caused hesitation in participating to the SDL.

- **Pre-Experience Survey Question 1:** I feel more engaged in courses that have interactive components such as a laboratory, hands-on project, use of software or simulation.

This question measures students’ approach and attitude towards having interactive and active learning components as a part of their learning experience. This question’s results are shown in Figure 5.
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- **Pre-Experience Survey Question 2:** Self-directed Learning is as effective as in-class or on-the-job training experiences such as internships or co/ops.

This question measures students’ prior knowledge on the SDL concept, and whether it is as effective as internship or co/op experiences. Four students answered this question, and
two students were neutral regarding to the statement. This is expected, as students may not have prior experience with SDL. This question’s results are shown in Figure 6.
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- Post-Experience Survey Question 1: The Self Directed Learning modules helped me understand the concepts better.

This question is designed to measure students’ feedback on the effectiveness of the SDL modules. This question’s results are shown in Figure 7.

![Figure 7. Post-Experience Survey Question 1 Results](image)
Post-Experience Survey Question 2: The Self-Directed Learning modules were easy to understand and work-on.

This question is designed to measure user-friendliness of the SDL modules. This question’s results are shown in Figure 8.
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Post-Experience Survey Question 3: I like the accessibility of the SDL modules online

This question is designed to measure if online platform is an effective method to deliver the SDL modules. This question’s results are shown in Figure 9.
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The preliminary data shows that students who completed the SDL modules found the content of the SDL modules effective, easy to work with and SDL modules helped them understand the concepts better. Students also liked the accessibility of the modules through the online Angel
platform. It is authors’ goal to use the pilot implementation results and experience to develop additional SDL modules as well as to increase student participation.

**Conclusions and Future Work**

This paper provided an overview of the development of the self-directed learning modules and the analysis of the preliminary data of the pilot implementation of the SDL modules for BCS 230 - *Foundations of Programming II* course. The preliminary results will be used to develop additional SDL modules as well as to increase student participation.

The planned timeline for the implementation process of the self-directed learning modules are shown in Table 2. The data collection started in the Fall 2014 semester and will continue through the Spring 2015, Fall 2015, and Fall 2016 semesters.

<table>
<thead>
<tr>
<th>Year</th>
<th>Semester</th>
<th>Activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>YEAR 1</td>
<td>Fall 2014</td>
<td>IRB approval for the pilot study, implementation of three SDL modules, collection of survey data.</td>
</tr>
<tr>
<td>YEAR 2</td>
<td>Fall 2015</td>
<td>Improvement on existing SDL modules and possible addition of new SDL modules and collection of performance data and survey data.</td>
</tr>
<tr>
<td></td>
<td>Spring 2016</td>
<td>Collection of performance data and survey data, comparison for Fall 2015 data with Spring 2016 data and comparison of first year implementation outcomes with second year implementation outcomes.</td>
</tr>
</tbody>
</table>

The aggregated data over the four semesters will be analyzed to measure the student responses, interest in self-directed learning as well as to improve the existing modules and to develop new additional modules.
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