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Enhancing STEM retention and graduation rate by incorporating innovative teaching strategies in selected STEM introductory courses

Abstract

Gate-keeping courses provide students with their first and formal exposure to a deep understanding of science. Such courses influence students' decision to pursue STEM education and continue their college experience. Our records indicate that the many STEM students perform poorly or marginally in the introductory required courses and decide to change their major to non-STEM degree programs. One way to address this is using active learning techniques.

The objective of this paper is to describe our experiences with the use of few of the active learning techniques in introductory computer programming courses offered in our Computer Science Program. One of these programming courses are required of all computer science majors and other course is usually taken by engineering, technology and science majors. The findings presented in this paper may be used by interested parties involved in STEM curriculum.

Introduction

The benefits of active learning have been supported time and again in the literature [1, 2, 3, 4, 5, 6, 7, 8, 9]. By comparing student learning gains in introductory physics courses, Richard Hake was able to show that interactive courses were over two times as effective in promoting conceptual understanding as compared to traditional ones [6]. Freeman et al. reported results from 225 studies across STEM disciplines, comparing traditional lecture to active learning [5]. In general, students’ average exam scores were shown to improve by around 6% in active learning classes. Additionally, students involved in traditional lecture were found to be 1.5 times more likely to fail as compared to those in classes with significant active learning. Some of the active learning techniques are peer review, flipped classrooms, hands-on technology, and cooperative group problem solving. Here is a brief description of these methods [10].

In “peer review”, students are asked to complete an individual homework assignment or short paper. On the day the assignment is due, students submit one copy to the instructor to be graded and one copy to their partner. Each student then takes their partner's work and, depending on the nature of the assignment, gives critical feedback, and corrects mistakes in content and/or grammar.

In the “flipped classroom”, class time is devoted to engaged learning. Students are doing the “homework” (practice, application, and analysis of concepts) in class, often in collaboration with peers, and they can get help from their instructor and from peers as their questions arise. Therefore, students are expected to gain first exposure to concepts through readings or by watching videos before class, and they are held accountable for that pre-class work to ensure they prepare.
In “Hands-on technology”, students use technology such as simulation programs to get a deeper understanding of course concepts. For instance, students might use simulation software to design a simple device or use a statistical package for regression analysis.

In “Cooperative Groups in Class (Informal Groups, Triad Groups, etc.)”, Pose a question for each cooperative group while you circulate around the room answering questions, asking further questions, and keeping the groups on task. After allowing time for group discussion, ask students to share their discussion points with the rest of the class.

Introductory programming courses selected for Active Learning at University X

Introductory Programming Courses

At university X, computer science majors and mathematics majors are required to complete Programming I course with at least a C grade in the second semester of their freshman year. This course is usually taught using Java Programming Language. Students from other disciplines may take Introduction to Programming I course (CS 161). This course is taught using C++ programming language. The minimum passing grade for this course is C grade. The catalog description for both courses are shown below:

CS 160. Programming I 4(2, 2). This is the first programming course in the Computer Science sequence. It introduces students to programming with a structured programming language. Emphasis is on problem solving methods and algorithm development; definition of language syntax and semantics; and development of ability to apply concepts by designing coding, debugging, documenting, and executing programs. Topics include data types, variables, assignment, control structures (branching and looping). This course involves two hours of lecture and two hours of structured laboratory each week. Prerequisites: CS 151 or consent of instructor (F, S)

CS 161. Introduction to Programming. 3(2,1). An introduction to programming with a structured language on a standard computer system. Currently, we use C++ language and the UNIX operating system; but the choice of language and operating system depend on availability and currency. Emphasis is on understanding the various programming concepts. Some of the programming concepts include syntax, semantics, declarations, variables, input/output, formatting, selection, loops, subprograms, documentation, software engineering, and scope. Students apply those concepts by writing simple programs in the given language. This course involves two hours of lecture and one hour of structured laboratory each week. Prerequisite: None. (F, S)

Active Learning methods used

Flipped classroom and Hands-on technology were the two primary methods used in both courses. Students were required outside preparation of the content such as reading or watching videos on the subject matter before class. Videos were collected from variety of freely available resources on the web and modified to fit the course needs as needed. For the Hands-on technology, students spent most of their time in individual or group problem solving, and they used a visual programming language called RAPTOR with Java/C++ programming.
A Brief Description of the visual programming tool RAPTOR

The fundamental building blocks of any program are variables, sequence (input, output, assignment), selection (case, condition/Boolean, if-then-else), iteration (for, while, do while), arrays, file I/O, and functional decomposition (functions, procedures) and a novice programmer must have some understanding of few of these concepts. The visual programming tools can be effective and helpful tools to aid the novice programmers to learn these concepts.

Majority of the visualization tools are based on flowcharts because flowcharts use a graphical representation to describe the detailed logic of a process or set of rules. Flowcharts can be easily understood with little or no prior training. This small learning curve is due in part to the simplicity of their notation; any program can be expressed using only five basic flowcharting symbols as shown in Figure 1 below:

![Figure 1 – Basic Flowchart Symbols](image)

Flowcharts are ideal for modeling and visualization of small programs usually encountered by novice programmers. It allows the novice to envisage the flow of execution, the semantics of the conditional structures (i.e. if, if else, while, for etc.) and how the individual pieces of a program interact to form higher level concepts, whilst limiting the syntactic overheads of a programming language. Dynamic flowcharts are used to animate the dynamic nature of a computer program, its flow of execution, the changing state of program variables and the interactivity between program components. A dynamic flowchart also has better cognitive efficiency, as the viewer does not need to manually keep track of the state of program data, thus minimizing the amount of information the learner must hold in working memory or write down. By obeying the key rule of structured programming, that every structure has only one entry and exit point, flowcharts can easily communicate a well-defined and structured program. Subsequently, the transition from flowchart to structured code will be more apparent, requiring less reinterpretation. This should make the novice’s transition from problem specification through to resultant structured code much simpler and more cognitively efficient.

Features of RAPTOR Visual Programming Tool Features of RAPTOR (11,12,13)

RAPTOR is a free visual programming tool developed by computer science faculty at the United States Air Force Academy. It is developed using C and Ada and freely available. Some of the features of RAPTOR are the following: Some of the features of RAPTOR are:

- The RAPTOR development environment minimizes the amount of syntax the student must learn to write correct program instructions.
• The RAPTOR development environment is visual. RAPTOR programs are diagrams (directed graphs) that can be executed one symbol at a time. This will help students to follow the flow of instruction execution in RAPTOR programs.

• RAPTOR error messages are designed to be more readily understandable by beginning programmers.

When students are learning to develop algorithms, they very often spend more time dealing with issues of syntax rather than solving the problem. Additionally, the textual nature of most programming environments works against the learning style of most students. RAPTOR is a visual programming environment, designed specifically to help students envision their algorithms and avoid syntactic baggage. RAPTOR programs are created visually and can be executed visually by tracing the execution through the program. Required syntax is kept to a minimum. Students preferred expressing their algorithms visually and were more successful creating algorithms using RAPTOR than using a traditional language or writing flowcharts. RAPTOR has 6 basic statements: Input, Output, Assignment, Call, Selection, and Loop. Each of these statements is indicated by a different symbol in RAPTOR as shown below in Figure 2.

![Figure 2 – Symbols in Raptor](image)

Assessment and Evaluation

The assessment and evaluation of students in these courses were done by an external evaluator face-to-face interview and by an online survey. The instructors for these courses were also evaluated by the external evaluator for their experiences with active learning. The findings are presented in the following tables:

<table>
<thead>
<tr>
<th>Table 1 – Summary of Student responses in CS 160 course (N = 7)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Questions</strong></td>
</tr>
<tr>
<td>Overall, how would you grade (A, B, C, D, F) this course?</td>
</tr>
<tr>
<td>What aspects of the course helped you learn the material?</td>
</tr>
</tbody>
</table>
What aspects of the course were not particularly useful with respect to helping you learn the material?

Respondents to this item typically indicated that all aspects of the course were useful.

What things would you suggest as a way of improving the effectiveness of this course for students?

The responses to this item were evenly split between those who did not offer any suggestions for improvements and those who wanted more hands-on experiences.

Did this course impact your interests in future computer science courses?

Six of the seven respondents indicated that the course did have a positive impact on their interests in taking future courses in computer science. The comments touched on the importance of computer science and the enjoyment and interest in the subject created in the course.

Did this course impact your attitude towards computer science as a discipline?

Five of the seven respondents indicated that the course impacted their view of computer science as a discipline.

---

**Table 2 – Summary of Student responses in CS 161 course (N = 9)**

<table>
<thead>
<tr>
<th>Questions</th>
<th>Responses</th>
</tr>
</thead>
<tbody>
<tr>
<td>Overall, how would you grade (A, B, C, D, F) this course?</td>
<td>The nine respondents were evenly divided in assigning the course grades of A, B and C. Those that assigned a grade of A tended to comment on the quality of the teaching and structure of the course. Those that assigned grades of B or C commented on their anticipated grades and opportunities for hands-on experiences and explanations offered during class.</td>
</tr>
<tr>
<td>What aspects of the course helped you learn the material?</td>
<td>Respondents to this item noted the value of in-class practice and the highly organized PowerPoints and other documents.</td>
</tr>
</tbody>
</table>
What aspects of the course were not particularly useful with respect to helping you learn the material?  
The most consistently mentioned responses to this item addressed the quizzes and homework assignments.

What things would you suggest as a way of improving the effectiveness of this course for students?  
Most respondents noted hands-on activities and classroom interactions as ways of making the course more effective.

Did this course impact your interests in future computer science courses?  
Five of the nine respondents indicated that the course did have a positive impact on their interests in taking future courses in computer science. They commented on the value of computing and enjoyment of learning programming.

Did this course impact your attitude towards computer science as a discipline?  
Most respondents indicated that the course did have a positive impact on their attitude towards computer science.

Table 3 – Summary of Failing Grades (D & F) in CS 160 course  
(Spring 2017 – Spring 2019)

<table>
<thead>
<tr>
<th>Semester</th>
<th># of students</th>
<th>Failing grades (D &amp; F)</th>
<th>%</th>
<th>Teaching Method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Spring 2017</td>
<td>27</td>
<td>15</td>
<td>56%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2017</td>
<td>22</td>
<td>4</td>
<td>18%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Spring 2018</td>
<td>29</td>
<td>16</td>
<td>55%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2018</td>
<td>12</td>
<td>2</td>
<td>17%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Spring 2019</td>
<td>26</td>
<td>15</td>
<td>58%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2019</td>
<td>13</td>
<td>0</td>
<td>0%</td>
<td>Active Learning (Pilot)</td>
</tr>
</tbody>
</table>
Table 4 – Summary of Failing Grades (D & F) in CS 16 course

(Spring 2017 – Spring 2019)

<table>
<thead>
<tr>
<th>Semester</th>
<th># of students</th>
<th>Failing grades (D &amp; F)</th>
<th>%</th>
<th>Teaching Method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Spring 2017</td>
<td>13</td>
<td>1</td>
<td>8%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2017</td>
<td>5</td>
<td>0</td>
<td>0%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Spring 2018</td>
<td>15</td>
<td>0</td>
<td>0%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2018</td>
<td>12</td>
<td>2</td>
<td>17%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Spring 2019</td>
<td>6</td>
<td>1</td>
<td>17%</td>
<td>Traditional</td>
</tr>
<tr>
<td>Fall 2019</td>
<td>16</td>
<td>3</td>
<td>19%</td>
<td>Active Learning (Pilot)</td>
</tr>
</tbody>
</table>

Summary and Conclusions

As seen in Tables 1 and 2, the flipped classroom and hands-on technology active learning methods along with visual programming tool helped the students to understand the concepts in more detail. The RAPTOR program helped the students to enhance their logical and critical thinking skills. Students also indicated that the course has a positive impact towards computer science as discipline. Table 3 also indicated that there is a reduction rate of failing rates from Spring 2019 to Fall 2019. It seems as if the combination of active learning and visual tool RAPTOR may have contributed to this effort but for to draw any meaningful conclusion, we will need additional semester data. Results from Table 4 does not show any significant effect of active learning and visual tool RAPTOR on student grades. This may be since students are from disciplines other than computer science with little to no background in computing and lack of student participation in problem solving and group activities. This was mentioned by the instructor of CS 161 course in response to the external evaluator question on “Active Learning Strategy used in My Class - Most of the students did ignore my advice on working in groups (they were comfortable working their own).”

We are using flipped classroom and hands-on technology along with visual tool RAPTOR in CS 160 and CS 161 courses this semester, and we plan to continue using these in subsequent semesters. We are also in the process of developing custom material (Active learning, RAPTOR, and Java/C++ programming) for these two courses. These materials will be available to students and interested faculty free of charge one completed.
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