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Customized instruction in a web-based, first-year class: maintaining presence and the importance of transition using content management tools

Abstract

Personalized System of Instruction (PSI) is a learning strategy employed in a situation where common academic goals are achieved through the individual efforts and advancement of a particular user. This strategy is particularly useful in first-year programming classes where students with varied backgrounds are introduced to advanced coding practices. Since high schools do not provide equivalent computer exposure, expecting students from diverse educational and cultural backgrounds to assimilate computers and related technologies at the same rate is unrealistic. PSI offers students the freedom to identify their own individual strengths and weaknesses and therefore ascertain the amount of work they personally must invest to successfully complete the course. However, all registered students need to share a common platform that allows them access to the same set of material and tests. It must also implement the requirement of conditional access to new subjects as students progress. This framework is realized through internet and web-based resources where study material is stored for browsing by the student depending on his/her progress. This paper addresses two often neglected elements in this course format: presence and transition. It is imperative for the teaching staff - that does not regularly interact with students – to maintain an engaging presence within the course material so students are neither overwhelmed nor overlooked. Presence is important to provide continuous assistance and mentoring by engaging students in a way that happens naturally in the classroom setting but must be actively sought in this course format. Also critical is the ability to transition to new content, instructors, and implementations, so that the presence, style and preferred content can be customized and easily refreshed. New course instructors may not be adept at using the current system. Thus the learning curve and time investment must be reduced without a commensurate reduction in implementation creativity and flexibility. In an attempt to address these issues, this paper provides a case and implementation strategy for how web-based instruction can be administered effectively while maintaining presence and easing transition.

Introduction

PSI, or Personalized System of Instruction, is a unique educational technique employed in a situation where a baseline mastery of material is accomplished on a per student basis through individually paced learning and advancement of a particular user. The idea of PSI as a learning tool was developed as an alternative to traditional class discourse. Using the rather innovative concept of unsupervised instruction that allows for individual growth through proactive learning, PSI is well suited to first-year programming classes where students with widely varying experience, ability to assimilate new material and backgrounds are introduced to advanced coding practices. Since there is little standardization across high schools that provide computer exposure, expecting students from diverse educational and cultural backdrops to master computers and related technologies at the same rate is unrealistic. By recognizing that both mastery and time cannot be kept constant, PSI offers students the freedom to identify their own individual...
strengths and weaknesses and therefore ascertain the amount of work they personally
must invest to successfully complete the course. Keller, Koen and Morita elaborate on
the functional and logistical requirements of a PSI class and ways and means of course
development. Two key elements to consider when developing a PSI course are presence
and transition.

*Presence* is a technical term for measuring the interaction or relation between a facilitator and
the audience: for example the difference in a live and recorded lecture. Presence is a challenging
attribute to quantify. In the classroom it describes a professor’s ability to capture and maintain
the interest of his or her audience. For web-based Personalized System of Instruction style
classes, one of the primary challenges is porting this illusive presence to a web-based
environment, where the teaching staff loses significant direct, regular interaction with students.
In this context, establishing a mentoring relationship with students is difficult. Thus, developing
an identity for the teaching staff that engages the students in a way that they feel neither
anonymous nor overwhelmed with new material is crucial. Familiarizing students with the staff
and establishing a working relationship between the two camps is the challenge that creating a
palpable presence seeks to accomplish.

Going hand-in-hand with presence is the ability for the teaching staff to *transition* between
proctors, professors, content, themes and languages (programming and spoken) to adapt to
changing learning environments while maintaining the course implementation. The changes
could be as simple as the turnover of proctors from semester to semester, or as complex as
porting the course to a new programming language with a new professor in a new spoken
language. Regardless, the unifying “look and feel” of the site along with updated and accurate
content is crucial to maintaining a visible presence with students. When students see visual
signals that the teaching staff is working to provide up to date content and interfaces, they feel
more engaged. Along with transition between professors, proctors or languages, the site needs to
be able to transition into new technologies and to maintain a modern style. This includes creating
a mobile version of the site for use with smart phones and taking advantage of technologies such
as RSS (Real Simple Syndication) Feeds.

Throughout this paper we will examine the original PSI implementation with an eye towards a
better realization in the future. We will discuss both methods for creating a more robust online
presence as well as enacting new statistic collection tools. Methods to better measure the impact
of various changes along with strategies for simplifying transition between incarnations of the
site will be examined using the original PSI implementation as a jumping off point.

**Previous Research Efforts**

Most of the literature review gravitates towards ensuring that a class, irrespective of the
mode of instruction, should be flexible enough to deliver engaging and attentive
discourse of material. While instructors can choose their own approach in a traditional
class oriented lecture, it is imperative for teaching staff of PSI courses to innovate and
impart information at comparable levels of presence as in a conventional class room.
Koen provided pioneering results emphasizing the need and different options available
to ensure that presence is achieved for an “online” instructor. This view was supported by
Morita\textsuperscript{5} who implemented the idea on a global scale by producing similar methodology in other parts of the world. Hence, together, they have been able to deliver the instructional material to the globe using the web as a platform across international boundaries. The process of implementation has been similar though experiences from overseas have been slightly different from those of this country, which is quite understandable because of cultural differences. However, the objectives and goals have remained same between the two implementations.

\textbf{Previous Implementation}

The backbone of the original PSI realization was a well organized collection of HTML pages. Augmenting this was a series of PHP scripts accessing a MySQL database to keep track of student progress and to provide randomly assigned tests. For the first few semesters this set up was more than workable. However, as the requirements of the course and the proctors changed more and more pages were being updated, rewritten or replaced. When the class changed professors, almost every single page had to be edited, as there were 50+ references to the original professor in static HTML pages. This constant upkeep had two downsides. It took the teaching staff’s time away from helping students, and it resulted in old, tired and often conflicting content with mixed and/or out-of-date styling. Yet the inclusion of personal, course related information created an additional sense of presence that cannot be felt in, say, a textbook alone.

The original site used a variety of techniques to try and establish an online presence. A chat room (see Figure 1), populated by proctors during office hours, as well as a comment interface in the test submission system provided the most direct and focused contact with proctors. When office hours were not in session there was a course email address where students could send queries and comments and receive feedback within 24 hours. A webcam, usually used in concert with the chat room, was also implemented so students could see other people in the office hours, and better gauge the presence and availability of proctors participating in the chat conversation. Student progress charts were also available so a student could gauge their efforts relative to their peers. The site also included short motivational video interviews with professors from the department talking about how programming skills are relevant to upcoming courses and integral in the engineering sciences (see Figure 2).
Figure 1: Chat window

Figure 2: Video describing the class from the ME department’s Chair
The downside of some of these presence elements was that they quickly become dated by changes in personnel, antiquation of the technologies discussed, or relevance of the engineering topics discussed. Programming languages change, professors move on, or the movie clips would just look dated. The out-of-date styling, the same content from semester to semester and the difficulties in making rapid, wide-spread updates limited the ability of the site to transition smoothly between different professors, proctors and content. As a result of the lack of frequent and meaningful updates to the website, it gathered a hollow air among both students and staff. We had quickly realized that presence and transition cannot be achieved without the use of modern software tools. Our goal of addressing these two concerns while providing a state-of-the-art learning system resulted in an extensive survey of available data base management systems. In an effort to tackle the issue of managing the hundreds of pages while maintaining a coherent, yet easily editable style and content the decision was made to implement a Content Management System (CMS). Further, to reduce costs, we had decided to customize an existing CMS rather than develop our own. This conclusion allowed us to select a CMS of proven capability that is flexible enough to cater to the functional needs of the teaching staff.

**Content Management Systems**

A Content Management System, or CMS, is a database backed system for maintaining websites. It stores site configuration information in a database and allows an administrative user the ability to create, edit, delete and organize content from a web-based GUI interface. In selecting a CMS we first generated a list of necessary features and then compared our needs with what was available. In the end the key components were:

- Stability
- Compatibility with Language
- Portability
- Easy Maintenance
- Fast Learning Curve
- Free License
- Robust Developers Network
- Extensibility

Fundamentally, implementing a CMS, allows for the developer to easily segregate the independent aspects of the course that may change from semester to semester: instructor, style template, and course content as illustrated in Figure 3.
Starting with the requirement of a free license the front running candidates are Moodle\textsuperscript{6}, Mambo\textsuperscript{7} and Drupal\textsuperscript{8}. Creating small test deployments of each system to examine their functionality led us to pick Drupal. Its extensibility, compatibility with the existing PHP structure and its ease of maintenance makes it the best fit for our system. Additionally the developers’ network for Drupal has already created a user access extension that allows an administrator to restrict access to content on the site. Along with the access restriction abilities Drupal also has easy to learn user management features.

<table>
<thead>
<tr>
<th>Requirements</th>
<th>HTML/PHP</th>
<th>Moomba</th>
<th>Mambo</th>
<th>Blackboard</th>
<th>Drupal</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cost</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>(5)1</td>
<td>5</td>
</tr>
<tr>
<td>Stability</td>
<td>4</td>
<td>3</td>
<td>3</td>
<td>(5)1</td>
<td>3</td>
</tr>
<tr>
<td>Ease of use (student)</td>
<td>3</td>
<td>5</td>
<td>5</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td>Ease of use (proctor)</td>
<td>1</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>5</td>
</tr>
<tr>
<td>Ease of use (developer)</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>1</td>
<td>4</td>
</tr>
<tr>
<td>Style Customization</td>
<td>5</td>
<td>3</td>
<td>4</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>User access restriction</td>
<td>(5)1</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>5</td>
</tr>
<tr>
<td>Compatibility/Portability</td>
<td>5</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td><strong>25</strong></td>
<td><strong>28</strong></td>
<td><strong>28</strong></td>
<td><strong>16</strong></td>
<td><strong>34</strong></td>
</tr>
</tbody>
</table>

Table 1: Requirements/CMS Candidate Capabilities Matrix

The ability of each product to meet our requirements is ranked from 1 (worst) to 5 (best). Boxes with more than one value indicate a specific ambiguity. For example, currently the university has the Blackboard platform available for all courses, but an individual instructor will obviously not have much input in long term licensing and update decisions. In the case of the HTML/PHP implementations, many desired features can be created from scratch but with great expense and unnecessarily large use of human resources. The worst case scenario is considered in the final rankings.
Asserting Presence

With the new CMS in place we reevaluated the existing presence elements and brainstormed how to improve, replace or augment them. We started by reworking the existing styles and menus to give them a more updated feel. At this point the advantages of the CMS became readily apparent when, after making changes to the layout and style it was reflected through the site (see Figure 4).

The use of a blog style front page that lists updates to the site, information on updated office hours, deadlines, or small coding tips that are tripping up students was implemented. The chat feature was ported to the new system with a slicker, more polished look. The webcam overlooking office hours was also retained.

Another advantage of the CMS is the ability to use dynamic and pseudo-dynamic content. Initially the student progress reinforcement plots were pseudo-dynamic, and had to be generated by a scheduled maintenance task. With the Drupal implementation however, it was possible to have each individual user’s login trigger an update of their respective progress chart, creating a dynamic, up to the minute feedback on course progress (see Figures 5 and 6).
Figure 5: Active individual progress chart

Figure 6: Active class progress charts
Additionally, since content can be published and unpublished, the teaching staff can keep content “in reserve”. With reserve content, the staff can generate a presence by indicating specific pending updates, and then easily publishing them incrementally throughout the semester for generating dynamic or updated content. In contrast to the previous system, where static HTML files had to be edited through a secure terminal to the server, the Drupal system also allows browser access to webpages so errors, once spotted, can be immediately corrected.

To further augment our efforts to create a structured and formal instrument for engaging presence, we incorporated a countdown clock on our main page (see Figure 7) both as an informative tool and device for assessing personal time investment. Students are provided continuous updates about impending deadlines thus instigating a sense a personal involvement in the course without excessive external regulation – one of the features of PSI.

Future implementation plans include creating “virtual study groups”, where the course can be subdivided into smaller sections so that students can get better acquainted with some of their classmates and can help and encourage each other to complete the course. The concept of using performance based test generation to progress students either more quickly, or more slowly, depending on their demonstration and understanding has also been considered.

![Countdown clock](image)

Figure 7: Countdown clock

We have also created impressionable and personable proctor pages, complete with photos and brief bios, which are designed to work in conjunction with a sleek chat window. This allows students to constructively interact with the proctor albeit virtually. This lessens a sense of awe, compensates for lack of physical presence and generates a friendlier ambience while allowing for efficient mentorship. It is a simple yet effective way of telling students that proctors have themselves been novices at programming at some point in their life.

To minimize anxiety and apprehension of first time users, we have also implemented simple demonstrations of coding practices by using screen shots and movies to illustrate the idea creating and compiling a basic program, complete with syntax, structure and output (see Figure 8). This allows students to easily assimilate the abstract idea of generating an error free program from scratch, and ways of compiling and executing the code. This also motivates students to engage in active debugging, a much sought after technique, where we instill the notion that effective learning is possible by understanding
and working on correcting errors rather than asking and observing – a modified Socratic approach.

Are you ready? Here is the big moment! From the menus select **Build > Build Solution** if you typed the code in correctly, the 'Output' window should have the word 'Succeeded' print out for you. The Output Window is where the computer lets you know what it thinks of your program.

If you saw that word 'Succeeded', you are ready to run your program. If not, there may be an error or two in your code. Double check your typing and check the output window for clues. As soon as you are ready select **Debug > Start without Debugging** or press Ctrl-F5. And.....

You have just created your first 'Hello World!' Program! Pat yourself on the back. Crack your knuckles and get ready, because hello is only the first word in a conversation!

Figure 8: Active debugging illustration
To further buttress our philosophy of doing by learning, we have created webpages (see Figure 9) informing students about other online resources available for reference including search engines, sample programs, beginner books and templates.

Figure 9: Availability of other online tools

Despite all the advances and incorporation of technology, we also rely on old fashioned email to inform students of any important updates with regards to software patches, and updates to be installed apart from course related information. The teaching staff also recognizes the fact that some face time is mandated for counseling students who are falling behind or dealing with other concerns, which has been duly accommodated with additional office hours and meeting times. This personable approach has led to the development of a cordial learning environment where we have asserted presence of the teacher without the extravagance of professional counseling. Additional features and policies that have helped boost presence and bolster innovative education include dynamic content updates, timely responses, high resolution status bars, virtual study groups, performance based test generation, supplementary technology introduction.

Transition

Bearing in mind that transition also plays a significant role in engaging student attention, we have migrated from Code Warrior, an unsupported Integrated Development Environment (IDE) to Microsoft’s .NET™ (see Figure 10), a more modern and easily accessible software package that is also available to students at subsidized rates. This
allows students to use modern tools on any machine and platform without the worry of patches and fixes.

Figure 10: Migration to modern software packages

But perhaps our most important contribution has been the illustration of programming in real life scenarios and applications in engineering systems. Using a variety of software tools, we have shown students how robots can be programmed to deal with issues such as intricate surgeries and hazard management (see Figure 11). This allows students to visually recognize the effectiveness of programming thus realizing the justification of coding in mechanical engineering study. Hence, the perception of programming for students has changed from a fancy and vague concept to a more realistic and doable process. We have thus transitioned from static and abstract programming practice to dynamic and application oriented study using teaching tools to facilitate students to learn by doing, learn by making mistakes, and learn by understanding rather than by methods of observation and rote, which are not pragmatic in learning software.
Figure 11: Illustration of programming

Conclusions and Future Work

Student performance and outcome data collection has been implemented for the current semester that can be compared to data for the previous 5 years. Future work will draw on the data from this class in comparison and contrast to past implementations of the class. Like with all novel and innovative concepts, we have initiated a process of measuring the impact of presence using student evaluations, interest metrics (such as procrastination), number of sessions, time spent in sessions, time spent on web site, etc.). We are also in the process of new implementations of statistic collection such as number of repeat students, impacts of presence tools on short term progress, site visits and hits, etc.).

Preliminary data⁹ suggests that as content becomes stale students tend to procrastinate and this is a detrimental effect on pass rates and GPA. Thus presence and transition are vital for increased student interaction.
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