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Abstract

Working in a laboratory environment is vital for students to master the technological concepts in science and engineering. Besides re-enforcing what is covered in lecture, lab time allows students to engage in experience-based learning. The educational community largely uses onsite experimentation for electronics/computer engineering laboratory experiments. How can we offer distance laboratory activities in computer engineering technology? The objective of this project was to investigate the use of the Freescale Semiconductor Microcontroller Student Learning Kit (MCUSLK) in combination with National Instruments Educational Laboratory Virtual Instrumentation Suite (NI ELVIS). We used Code Warrior development studio.

Introduction

This paper investigates the Freescale MCUSLK in a distance laboratory setting. The purpose of the project was to understand how to use the Freescale kit and the NI ELVIS system over the Internet. This would lead to a virtual lab environment where students could create, upload and test microcontroller programs remotely.

First, we wrote and simulated computer programs using the Code Warrior development studio. Next, we uploaded the program to the microcontroller and ran it. We then evaluated the results by connecting to the NI ELVIS instrument suite via LabVIEW and used the NI ELVIS system to perform additional debugging.

We also evaluated the effectiveness of the MCUSLK as a learning tool. Much of today’s curriculum is found on the web and is distributed on electronic blackboards or from faculty websites. The Freescale MCUSLK and NI ELVIS provide a useful educational environment for students who are not available for onsite laboratory.

Components Evaluated

Freescale Microcontroller Student Learning Kit – The Freescale Microcontroller Student Learning Kit is more than just a microcontroller trainer.[1] It consists of an MCU project board complete with a microcontroller development module and a Motorola MC68HC908QY4P 16-pin dual in-line package (DIP). The kit comes with all necessary hardware including a power supply, serial cable, CodeWarrior Development software and technical training materials.[2]
**MCU Project Board** - The MCU project board supports several microcontroller development modules. Using a standard MCU port, these modules can plug directly into the board or can be connected by ribbon cable. The project board has useful tools that aid in quick easy prototyping of electronic circuits.

Support tools include on-board LEDs with current limiting resistors as well as push button and slide switches. These devices can be connected via ports on either side of the breadboard. In addition, banana ports and a BNC connector are located on the project board. These ports allow easy connection to outside tools such as a multi-meter, oscilloscope and function generator. These tools make the board useful for all types of electronic prototyping and make it easy to replace any breadboard currently in use.

**CSM12C32 Development Module** - This module has an RS-232 serial port and onboard power input. It can be used by itself or plugged directly into the MCU port of the MCU Project Board. This development module houses a Motorola MC9S12C32 microcontroller unit with 32 KB of EEPROM and 2 KB of RAM. This module provides an onboard analog to digital converter and supports a serial communications interface (SCI) and a serial peripheral interface (SPI).

Packaged with the development module is CodeWarrior Development Studio from Metrowerks. This software is a development suite designed to interface with the microcontroller. It includes a full microcontroller simulator as well as an interface that enables the user to work directly on the microcontroller. Standard libraries are included for common development modules in C, C++ and assembly languages.

**Development Using the Development Module**

Before all devices were connected, we followed the instructions to verify all power jumper settings. The project board came with jumpers pre-installed; however, we followed the guide to verify that they were in the proper locations. We next connected the development module into the MCU port of the MCU project board. A ribbon cable was connected at one end to the BDM port and to the BDM OUT port on the project board. The serial cable was connected from a laptop serial port to the COM port of the project board.

Next, we launched the Metrowerks CodeWarrior development software. After installation, the software showed how to setup a new project. The software asked for information on the development module being used, language (C, C++, and Assembly) and other options. This created an IDE specific to the software was being developed.

After this initial run of CodeWarrior, we became familiar with the Integrated Development Environment (IDE) interface. The primary tool that proved to be useful was the debugger window. It provided a view of the source code in both the original language and the compiled assembly language. The debugger also contained a window that showed the contents of the CCR’s. A memory map was also present with a display of all memory values in hex form.
Sample Code

Sample code was written for the CSM-12C32 development module in assembly language. Figure 1 shows a simple program that adds two numbers. Adding two numbers was an excellent and simple way to exercise many of the CCR’s.

By running the software in the debug mode, we were able to single step through the assembly instructions. Execution of the first instruction in line 0 caused the Z flag to go high. When the LDAA instruction was executed in line 1, we saw the contents of the A accumulator change from $00 to $01. When we single stepped the instruction at line 2, we observed the value $02 was added to the contents of accumulator A with a result of $03. A similar program was written in C++. Because C++ is a high-level language it needed to be compiled into assembly code for the MCU. Figure 2 shows the C++ code and the compiled assembly instructions generated by CodeWarrior.

By running the software in the debug mode, we were able to single step through the assembly instructions. Execution of the first instruction in line 0 caused the Z flag to go high. When the LDAA instruction was executed in line 1, we saw the contents of the A accumulator change from $00 to $01. When we single stepped the instruction at line 2, we observed the value $02 was added to the contents of accumulator A with a result of $03. A similar program was written in C++. Because C++ is a high-level language it needed to be compiled into assembly code for the MCU. Figure 2 shows the C++ code and the compiled assembly instructions generated by CodeWarrior.

NI ELVIS

NI ELVIS is an integrated hardware and software platform that makes it easy to construct a test circuit, connect it to onboard instruments and interface those instruments remotely via LabVIEW. Each NI ELVIS unit comes with a number of internal instruments (e.g. multimeter, function generator, oscilloscope, bode plotter, digital reader, digital writer).

Setting up an NI ELVIS lab station to support a distance lab was a relatively easy process. After the test circuit was built in the breadboard area, the desired signal inputs and measurement points were connected. The connections points were well labeled so the test circuit can be wired on a lab bench then mounted to the NI ELVIS base unit. Lastly, the NI ELVIS virtual instruments needed to perform the lab were incorporated into a web page to be served by LabVIEW. Figure 3 is a picture of the complete NI ELVIS unit with a test experiments built on the breadboard.
NI ELVIS comes with an interface cable to a VISA data acquisition card that must be installed in a PC running a development version of LabVIEW. NI ELVIS units are supplied with a suite of virtual instrument panels (VIPs) that must be loaded into LabVIEW. To simplify the user interface, we integrated all of the VIPs onto one browser window. Using bookmarks, we were able to switch from one instrument to another. Figure 4 shows a screen shot of the oscilloscope VIP.

The NI ELVIS unit was located in a network closet as shown in Figure 5. The NI ELVIS unit was connected to a dedicated PC running LabVIEW 7.1 that served web pages containing the embedded VIPs.
Learning Remotely Over the Internet

Figure 6 shows a block diagram of the MCU project board with its remote connection to the Internet. The MCU Project board, mounted on the NI ELVIS unit, was connected to the internal virtual instruments. Using the VIPs, we were able to access the MCU Project board via a simple web browser.

Benefits and Limitations

The Freescale MCUSLK uses the latest technology and is conveniently packaged for students. The kit closely resembles what is used in industry making the transition an easy one for students.
The kit has many troubleshooting tools not offered in other MCU trainers. Connections between the board and external components are simple with standard input and output connectors for most devices.

The major limitation is not being able to upload software to the MCU over a remote connection. The software must be loaded locally by connecting directly to the PC’s serial port. Without this ability, it can’t be used to perform true distance experiments. Although there is no built-in feature that supports software uploading, one could develop this capability.

LabVIEW is a very comprehensive and versatile software package with the ability to support distance labs via the Internet. So, it is possible to program LabVIEW to send the necessary BDM commands to the MCU to upload pre-compiled instructions.

**Procedures and Implementation**

The MCU can be adopted for courses such as Microprocessors and Computer Architecture; however, this would be made easier if more training materials were available. Any implementation with NI ELVIS is limited by the onboard instrument suite, e.g. oscilloscope, function generator, digital multi-meter, digital reader/writer and LEDs. This is not sufficient for most microprocessor courses.

**Conclusion**

NI ELVIS is being deployed by some higher-education institutions in their first and second year electronics laboratories. It provides an inexpensive workstation for students compared with the cost of outfitting a laboratory with traditional test and measurement equipment. These savings allow a school to invest in more equipment for third and fourth years.

There are alternatives for laboratory experiments, most experiments on Microprocessor’s Heathkits Educational Systems books could be adopted for the Freescale MCU. Some other experiments could be converted to Freescale MCU as well.

The Freescale MCU Project board does provide microprocessor functionality to NI ELVIS. However, the training material does not clearly present the fundamentals of microprocessors or how to interface them with external circuits. Therefore, it is best suited for third and fourth year students who have already mastered these fundamentals. In these cases, it does represent a useful tool to teach current microprocessor technology.

This experiment involved one senior graduation student over one semester. The laboratory equipment performed fairly well. The main concern with the student was lack of supporting examples and programs of diverse features of those boards. In this study we did not make any comparison among the off campus and on campus students.

There is a lack of training material on how the MCUSLK works. Although many white papers have been published, they are not effective learning tools for most students. This burden falls on the instructor; a time consuming task that may discourage widespread adoption. Freescale

indicated that they intend to publish a collection of training material produced by instructors. These materials would be made available to any for use in their courses. Provided that additional materials are developed, the investment on these boards is worth the investment.
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