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Creating and Validating a Computing Self-Efficacy Tool

Abstract

This study was based around the creation of a tool to measure students computing self-efficacy. The tool was an eight-question survey that was validated using content and criterion-related validity. Content validity was conducted to make sure that the questions related to each other and related to the subject of computing self-efficacy. Criterion-related validity allowed us to validate that our tool could test people with different levels of computing skills based on previous experience. The study allowed us to further validate our tool as well as analyze the computing self-efficacy of 270 students in science, technology, engineering, and mathematics (STEM) majors.

Introduction

Universities play a key role in creating future innovations and providing students with the tools and abilities to create the future. Computer-based innovations play a particularly prominent role because of how engrained they have become in many aspects of industry and our lives. It is important to have people who can create, maintain and fix computers and computer software. Unfortunately, high dropout rates in computing majors are far too common.

In this study we examine the effectiveness of a new instrument to measure computing self-efficacy. Such a tool can provide a analysis of an important factor that has been tied to student dropout in STEM majors. Our study explores three research questions that were present throughout the study:

1) What is the computing self-efficacy of university students pursuing a STEM related degree?
2) How do you accurately measure computer self-efficacy?
3) Do past educational experiences with computing improve computing self-efficacy?

We hypothesized that past experience in computing skills would lead to a higher self-efficacy in a student, which would provide us with criteria to use in validating our instrument.

Background

Self-efficacy is a component of Social Cognitive Theory.¹ According to Bandura, self-efficacy is “the belief in one’s capabilities to organize and execute the courses of action required to manage prospective situations”.¹ This definition implies that self-efficacy is a person’s awareness of their ability to accomplish a goal.

The theory states that there are four sources of information that shape self-efficacy – listed in decreasing influence and importance:
The combined effect of these four sources determines someone’s self-efficacy toward a given task. A number of studies of self-efficacy in engineering have been conducted. Of particular importance is Quade’s study, which developed an instrument to measure problem-solving, computer troubleshooting, career encouragement, satisfaction with college major, career exploration, and course anxiety. The analysis revealed gains in problem solving and computer troubleshooting as well as gender differences for computer-science majors and minors after completing a required course. Differences in self-efficacy between genders is not surprising as studies have shown self-efficacy in engineering to be a huge factor in the retention of women. These studies have shown that women are less confident in their abilities in engineering design, which causes many women to drop out of these programs.

Our study varies from past literature, specifically Quade’s study, by focusing on syllabi from freshman computing courses and expert interviews rather than creating questions that were related directly to Bandura’s antecedents for self-efficacy. This study also focused solely on computing skills instead of adding it to their self-efficacy towards career encouragement and exploration.

**Research methods**

**Sample**
Our sample included two hundred and seventy students who attended the Intel Ultimate Experience Internship (IUEI) located in Phoenix, AZ in the summer of 2012. Students were all in STEM-based majors (engineering, computer science, or other science-based fields). Participants ranged from freshman to seniors in college (freshman 14%; sophomore 59%; junior 23%; senior 4%) with 97 students being females and 173 being males. Within our sample 58% claimed to have previous computing experience.

**Instrument Design**
The developed instrument included demographic questions (gender, major, and computing experience) and eight items pertaining to computing self-efficacy. The items utilized a 100-point range Likert scale with 10-unit intervals; 0 being “cannot do at all” and 100 being “highly certain can do”. This scale was used based on previous research identifying familiarity of students with being scored on a scale of 100 in most of their courses. The eight questions were designed to measure self-efficacy toward computing as a whole (item 1) and seven different specific computing skills:

1) solve a computing task  
2) develop computer software  
3) write coding scripts using text-based normal code
The instrument was created and validated using both content and criterion-related validity. Content validity concerns the extent to which a measurement adequately samples a specific domain represented in an instrument. Content validity came by way of two resources. First, we researched past studies on the field of computing and computing-related self-efficacy. We used freshman computing and fused computing-engineering project class syllabi to create the items for our instrument. Second, we conducted fifteen-minute in-person interviews with computing professors at a large southwest university to make sure our questions were relevant and related to the field of computing.

Criterion-related validity concerns the ability of an instrument to predict an externally related criterion. In this study, criterion related validity was conducted by using our measure of previous programming coursework by asking the following question: “Have you ever taken a class or course to learn how to program?” The assumption was that respondents with previous programming experience would have a higher initial computing self-efficacy.

Data Collection and Analysis
The survey was emailed to all of the students attending the IUEI through the course instructor. The survey was administered through an online surveying tool called Survey Monkey©. Each respondent was required to answer all of the questions to complete the survey. The results were tested for validity and reliability using factor analysis and internal consistency (Cronbach’s α). A series of t-tests analyses were then conducted to assess differences across groups.

Results
Our study was conducted to examine three areas of interest: 1) validating our computing self-efficacy tool for our sample, 2) measuring computing self-efficacy of students in STEM majors, and 3) comparing self-efficacy differences between students who had past programming class experience and those who hadn’t.

We first tested the validity and reliability of our tool. Our factor analysis testing revealed one main factor, which we subsequently named computing self-efficacy. The factor weightings ranged between 0.730 and 0.923 (Table I). To ensure our factor was indeed computing self-efficacy, we then compared our emergent factor to our first broad question (Item 1) to do a correlation analysis (r = 0.711). Our high correlation confirmed...
that our broad first item related to the sum of the other questions at a significance level of \( p \leq 0.01 \). For reliability we used inter-item reliability to ensure a value greater than 0.700.\(^{19}\) A Cronbach’s \( \alpha \) value of 0.929 resulted giving an above average reliability.

Table I: Factor weightings of each question compared to the first broad item

<table>
<thead>
<tr>
<th>Item</th>
<th>Factor Weights</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. develop computer software</td>
<td>0.874</td>
</tr>
<tr>
<td>3. write coding scripts using text-based normal code</td>
<td>0.886</td>
</tr>
<tr>
<td>4. use visual drag and drop code</td>
<td>0.854</td>
</tr>
<tr>
<td>5. relate coding scripts to visual code</td>
<td>0.923</td>
</tr>
<tr>
<td>6. troubleshoot software problems/errors</td>
<td>0.840</td>
</tr>
<tr>
<td>7. wire parts of a hardware system together</td>
<td>0.730</td>
</tr>
<tr>
<td>8. troubleshoot hardware problems</td>
<td>0.780</td>
</tr>
</tbody>
</table>

We then measured the computing self-efficacy of students in STEM majors. Mean (M) scores for the respondents’ were calculated for each of the questions (Table II). We found that the computing self-efficacy of STEM majors was lower than 50% (M = 42.12 out of 100). We also saw that the software related questions seemed to have the lowest mean scores.

Table II: Mean sum of computing self-efficacy

<table>
<thead>
<tr>
<th>Item</th>
<th>M</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. solve a computing task</td>
<td>53.40</td>
</tr>
<tr>
<td>2. develop computer software</td>
<td>31.49</td>
</tr>
<tr>
<td>3. write coding scripts using text-based normal code</td>
<td>33.53</td>
</tr>
<tr>
<td>4. use visual drag and drop code</td>
<td>36.25</td>
</tr>
<tr>
<td>5. relate coding scripts to visual code</td>
<td>31.12</td>
</tr>
<tr>
<td>6. troubleshoot software problems/errors</td>
<td>41.37</td>
</tr>
<tr>
<td>7. wire parts of a hardware system together</td>
<td>52.83</td>
</tr>
<tr>
<td>8. troubleshoot hardware problems</td>
<td>49.67</td>
</tr>
</tbody>
</table>

Thirdly, we compared the difference of computing self-efficacy of the students who had past programming experience and the students who hadn’t. We did a t-test analysis to compare the two groups. We found that for all of the items there was a significant difference (\( p \leq 0.005 \)) between groups.

Discussion and Implications

This study led us to three distinct findings. First we further validated a tool created to measure computing self-efficacy for our sample population of students. This allowed us to be able to use this tool to its full potential for this study in order to present evidence for future use of this instrument. Professors can use this tool to see what skills are specifically causing low self-efficacy, so they are able to improve upon future class interventions.
We also confirmed that computing self-efficacy was generally low for students in a variety of STEM majors. We believe this is a major factor when considering dropout rates for these majors at the university level. This information has the potential to be very interesting for universities who are trying to fix their dropout rates. We believe that awareness of self-efficacy will help instructors address confidence issues that in turn should impact dropout rates.

Lastly, we provided evidence that our pre-study hypothesis was correct; students who had previous computing experience had a higher self-efficacy toward computing skills. This is likely because they had seen it before and knew what to expect. This may appear obvious, but the possibility did exist that those having previous experience may have been more likely to rate themselves lower due to how difficult it can be to learn many computing skills. This knowledge was important in the validation of our tool and its ability to measure self-efficacy correctly because it allowed us to use experience as a criterion to base group comparisons and expected levels.

**Conclusion**

This study allowed us to come to many interesting and helpful conclusions for disciplines that embed computing within their curriculum. The tested computing self-efficacy tool can now be used for more in depth studies looking at other background information that might be affecting computing self-efficacy of STEM students. Knowing the present self-efficacy of these students provides a valuable measure that can impact classroom pedagogy and STEM curricula. This information for universities may be a key to decrease dropout rates, especially for females and first-year students. It is also important to know that past experience in computing improves computing self-efficacy. Universities should obtain this data from students to identify when material should be added to a course that allows all students to be brought up to speed on their computing skills before launching into STEM-based majors. Future investigations utilizing this tool will attempt to understand the impact of computing self-efficacy on student performance, i.e. time to complete a task and academic achievement.
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