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Robot Racing from Targeted Kit-based Components to a 

Functional System 

Abstract 

Affordable computing power and open source hardware have provided many opportunities to 

enhance STEM education for students. Consequently, numerous electronic retailers offer a diverse 

array of electronic or educational kits, however without a structured pedagogical framework, 

students without any prior experience simply learn how to interact with individual components 

and miss out on how they can be integrated into a system. In this paper, we present our experience 

in implementing a freshman mechanical engineering course focused on the following main 

objectives: 1) promoting a computation mindset, 2) providing opportunities to develop essential 

troubleshooting skills of hardware and software programs, 3) encouraging programming 

multilingualism and 4) stimulating self-learning and exploration of new hardware to foster lifelong 

learning skills. The students’ lab experiences begin with structured lessons plans regarding analog 

and digital components and culminates with an open-ended project where students are tasked with 

developing a robot racer to compete with other students. During the course, students begin 

programming with MATLAB to reinforce engineering programming concepts and transition to 

using C programming to implement an embedded solution. A survey was provided to learn about 

the student’s experiences and to help improve future course offerings. 

Introduction 

Advances in technology and the increase in affordable computational power have enabled the 

development of more autonomous and dynamic machines with human-like intelligence. The 

emergence of this technology has brought forth the need to educate highly skilled and 

computational minded engineers that can solve the complex technical problems of tomorrow to 

enable the creation of smart machines that can improve our comfort and well-being. For students 

to be well prepared to take full advantage of the emerging technologies they need to be 

computationally minded and understand how to process and plan the solutions to difficult and 

challenging problems by leveraging computational tools. “Computation thinking”, as many 

authors underline, is a fundamental skill that should be part of everyone’s analytical toolbelt and 

is no longer just reserved for programmers or computer scientist [1] and [2]. Computational 

thinking (CT) as defined by Jeannette Wing, who first brought it to the attention of the computer 

science education community in 2006 [2], and later refined the definition, “is the thought processes 

involved in formulating a problem and expressing its solution(s) in such a way that a computer-

human or machine-can effectively carry out” [3]. In other words, is a methodology that can be 

employed to plan and formulate the solution to a problem so that the steps necessary can be carried 

out by either a computer or a person. One characterization that is used to define the CT involves 

the following four core cornerstones: 1) decomposition, 2) pattern recognition, 3) abstraction, and 

4) algorithms [4]. Decomposition involves breaking the original problem into smaller, more 

manageable problems that are easier to solve. Pattern recognition on the other hand, deals with 

being able to identify how similar problems have been solved in the past and use that information 

to solve the current problem at hand. In contrast, abstraction is a skill used to focus on the relevant 

information of the problem while ignoring less important details. Lastly, algorithms define the 



 

roadmap or set of steps to be used to solve the problem. Other more detailed characterizations of 

CT are also used as in [5]. 

In addition to the wide accessibility of affordable computational power, opensource low-cost 

hardware have also provided opportunities to more easily integrate system thinking into STEM 

education.  Electronic retailers like Sparkfun, Adafruit, Seeed, and others offer a diverse array of 

electronic or educational kits which provide students with individual components that include 

actuators, sensors, embedded computational prototyping boards, and other hardware add-ons or 

shields. Students don’t have to worry about designing the individual components and can focus on 

using a systems approach thinking for solving more complex and realistic problems. A systems 

approach thinking, unlike the computation thinking, focuses on how all the individual components 

or elements as a whole act together to form a system that achieves a common goal or purpose [6], 

[7], and [8]. It provides students with a wider view that involves a larger number of interactions 

from the individual components to influence the overall performance of the system behavior. 

However, system thinking is a skill that is gradually developed through experience and training. 

From the research literature one way to develop system thinking is by having students work on 

practical projects that relates to their studies. In turn, the practical projects provide the opportunity 

for students to learn about the various characteristics of the system by holding distinct roles within 

a dynamic group environment [8], and [9].  

Both computational and system thinking methods provide complementary frameworks that allow 

students to decompose a complex design problem into more manageable algorithmic based 

problems. This permits them to envision how to incorporate the various hardware elements into a 

system with an intended purpose beyond the individual functionality of the various components. 

However, for students to implement computational and system thinking they must be able to 

program using a wide selection of available programming languages in order to design algorithms 

and write programs that can control hardware and solve challenging practical engineering 

problems.  

Two common programming languages taught in many mechanical engineering programs are 

MATLAB and/or C. MATLAB is a proprietary interpreted programming language that is easier 

to learn than other languages and offers many numerical methods and a strong visualization 

environment. C programming on the other hand is a widely available and mature standard language 

that is commonly used in industry but tends to be more difficult for students to learn. However, C 

programming has the advantage that it can be used to program embedded solutions using low-cost 

computation platforms such as Arduino, Raspberry Pi, and Beaglebone. The decision to choose 

between MATLAB and C programming often creates heated debates in engineering departments 

as discussed in [10]. However, students who learn to program in C often have an easier time 

transitioning to other programming languages than those that learn MATLAB because of the 

similarities to C and C++. Regardless of the primary programming language learned, becoming 

bilingual or multilingual helps students understand the strengths and weakness of a particular 

language and helps students better understand their primary programming language [10]. It also 

creates a clear picture of how programming languages fit together. Students also become more 

adaptable and can learn a similar programming language paradigm at a faster pace since the 



 

programing skills learned are easily transferable. With the fast-changing computational landscape, 

it possible that new programming languages will emerge, and students need to be able to adapt. 

Lastly, having learned an arsenal of various computer languages expands the students’ 

computational toolbox to be able to solve problems [11]. 

The main goal of this paper is to present our experience in implementing a freshman mechanical 

engineering course focused on the following main objectives: 1) promoting a computation mindset, 

2) providing opportunities to develop essential troubleshooting skills of hardware and software 

programs, 3) encouraging programming multilingualism and 4) stimulating self-learning and 

exploration of new hardware to foster lifelong learning skills. Our approach drew inspiration from 

computational and system thinking while promoting programming multilingualism to better 

prepare students for the engineering challenges they will encounter in the 21st century. The class 

is designed to achieved the following ABET outcomes: (a) an ability to apply knowledge of 

mathematics, science, and engineering (b) an ability to design and conduct experiments, as well 

as to analyze and interpret data (d) an ability to function on multidisciplinary teams (g) an ability 

to communicate effectively, and  (k) an ability to use the techniques, skills, and modern engineering 

tools necessary for engineering practices 

 

Course Description 

The ME1301: Introduction to Mechatronics course is a freshmen-level mechanical engineering 

class at the Milwaukee School of Engineering (MSOE). The course consists of an 11-week quarter 

that has a 1-hour lecture meeting twice each week and a 2-hour lab session each week. The purpose 

of the course is to introduce students to the basic principles of analog and digital I/O and have 

students apply programming and algorithm development methods to acquire sensor measurements 

and control hardware. The students gain valuable hands-on experience working with various 

sensors, actuators, and other hardware. The laboratory topics covered during the class are:  

MATLAB Programming 

• Week 1: Discrete I/O with switches and LEDS 

• Week 2: Analog I/O with DC motors, photocells, temperature sensors, force sensors, 

infrared sensors, and potentiometers 

• Week 3: PWM and servo motor control 

• Week 4: Coordinated control of a multi-axis servo motor robotic arm 

• Week 5: Introduction to stepper motors and two-axis positioning system 

• Week 7: 1D and 2D Scanning with two-axis positioning system 

Arduino C-Programming 

• Week 6: Introduction to C programming concepts and the Arduino IDE 

o Rewriting week 1 MATLAB Program to C   

o Coordinated control of stepper motor driven two-axis positioning system to: 

▪ Drawing a rectangle with specified dimensions 

▪ Implementing Brensenham’s line drawing algorithm for 2 Octants 

• Week 8-10: Project: Deploying an embedded solution with the Arduino microcontroller 

with the development of the Robot Racer 



 

The prerequisite for the class is ME 190: Computer Application in Engineering I which introduces 

students to programming concepts using MATLAB to solve engineering problems.  The ME 1301 

course is structured to allow students to continue to build on their previous program ability from 

ME 190 while at the same time introducing them to mechatronic concepts, developing their 

troubleshooting skills and computational abilities. The students purchase a class development kit 

from Adafruit as show in Table 1. 

Table 1: Class development kit 

 

 

 

The kit along with a two-axis stepper motor position system and a Lynxmotion articulated robot 

arm are used for the labs in the course. Every week the labs involve the use of hardware to motivate 

the review of programming concepts and to help extend the students’ programming and 

computational planning abilities. The students are tasked with both individual and group exercises 

that they must complete with the hardware. Seeing the hardware move or seeing LEDs light up is 

a very rewarding experience for students. Consequently, students make more concrete connections 

between programming structures such as for loops and if-statements and the physical phenomenon 

that occurs as a result of executing these instructions. The individual exercises are designed to 

introduce the students to the hardware and to cover the specific programming objectives for the 

week. On the other hand, the group exercises are typically done in pairs and are designed to involve 

more complex programming tasks that build upon the individual exercises. For the group exercises 

students are asked to plan the algorithm using flowcharts and asked to developed specific functions 

to help break the complex programming assignment into smaller, more manageable parts. In later 

labs, students are provided less guidance on how to deconstruct the problem and are expected to 

develop the functions they need to facilitate the solution to the programing task and how to 

structure their algorithms based on the knowledge they have acquired from previous lab 

experiences. As an example, a typical individual exercise would consist of having the student wire 

a set of LEDs and create code to light up the LEDs in a sequential manner for as many times as 

the user desires. Whereas a group exercise would consist of wiring various LEDs and switches to 

simulate the complete cycle of a traffic light and walk signal.   Additionally, through the course 

we have developed tutorials to teach and reinforce the importance of debugging (or identifying 

and fixing errors) programs. Debugging is an important skill that should be developed and 

reinforced in all aspects of engineering. In many instances, students feel that if the program 

executes and runs it must be right. With the debugging tutorials the goal is to teach students a 

methodology to identify and remove not only careless syntax errors but also how to check and 



 

correct for logical errors that tend to cause the most problems and are harder to find. The 

expectation is for students to be able to execute a program and in a critical manner be able to check 

that the results are as expected. This skill of being able to verify that a simulation or analysis is 

done correctly and provides accurate and credible results is essential and critical in engineering. 

Through these debugging experiences it is our hope that students get into the habit of looking at 

their results and ask themselves whether a result is correct, even after the program executes 

successfully. Through the course, an incremental development strategy for the creation of their 

algorithms was also encouraged. This involved writing small segments of code and testing them 

to verify that they work as intended before continuing with further development. The debugging 

and incremental strategies were not only encouraged for troubleshooting and the creation of 

algorithms but were also applicable for troubleshooting and constructing intricate circuits. 

Another goal of the course was to encourage programming multilingualism. The course begins 

with students programming in MATLAB to provide a familiar language for students to hone their 

programming and computational skills. However, a little more than half-way through the quarter, 

during Week 6 of 10, students are transitioned to programming in C. Nevertheless, this is not the 

first time they have seen the C programming language. Throughout the course, comparisons 

between MATLAB and C programs have been discussed with students during lecture. However, 

this is the first time they must write a C-program on their own.  The philosophy is to show students 

that their programming skills from one computer language to another are transferable. The syntax 

of the programming languages may be different, but the logic and looping structures function the 

same way. The idea is to remove students’ fear of learning a new language. Once they realize that 

the logic between languages are the same, they will be more willing to learn a new programming 

language in the future outside of class. To facilitate the transition from MATLAB to C, a handout 

with sample code showing the MATLAB and C equivalents is provided to students.  During Week 

6, in addition to writing their first program in C, students also must follow a prescribed algorithm. 

The Brensenham’s line drawing algorithm is discussed in class without considering the 

implementation in C and students are asked to understand the algorithm and to implement it in a 

C-program. This allows students to further hone their computation mindset by observing how a 

complex procedure is decomposed and planned by another author.  This also forces students to 

have to implement the algorithm exactly as intended and does not leave room for any other 

interpretation. After concluding Week 6, students take advantage of MATLAB’s graphing 

capabilities and perform a 1D and 2D scanning with a two-axis stepper motor positioning system 

and IR sensor. The lab requires students to use nested-loops, vectors, 2D arrays and to develop an 

efficient algorithm to scan a square area with dimensions specified by the user. After Week 7 

students are introduced to the project where they will have to develop an embedded solution using 

the Arduino microcontroller to create a robot racer using their Arduino base kit. The project also 

allows students the opportunity to learn about new hardware as discussed in the following section. 

Final Robot Racing Project  

The goals of the project were to have students work in pairs to creatively demonstrate the concepts 
taught in the course by participating in a high intensity robot race competition. The project requires 
the team to combine their class development kits, as each kit only comes with one wheel. The 
design objective was to design, build, program and demostrate speed and steering control of a 
robot vehicle, where the robot must be able to complete the race without any physical human 
intervention.  This requires students to take a systems approach to employing the individual I/O 



 

devices covered in the course. Students were also tasked with finding a method to estimate the 
overall distance travelled with no more than 15% error. Additionally to encourage students to 
develop and foster lifelong learning skills they were required to use a Liquid Crystal Display 
(LCD) which functionality and usage was not covered during the course. The LCD was to be used 
to display the robot commands and to report the estimated overall distance travelled. In addition 
to the LCD, students could also earn extra-credit points on the project for investigating how to 
drive the motor forward and in reverse. Achieving this would required the use of an H-bridge or 
relay. This again provided students with an incentive to research how to do this on their own. The 
base kit also provided additional components such as an IR sensor and  IR remote, mechanical 
relay, and a piezo buzzer to encourage futher exploration and lifelong learning. 

The competion consisted of completing a 22-foot-long course in the shortest amount of time and 
consisted of straighaways, and left and right turns. The students were also given constraints on the 
physical size of the robot, the distance measurement performance, and budget. They also had to 
adhere to specific fuctionality, power, tesing, and safety requirements. 

Students were also instructed to use best programming practices in the development of their 
algorithms. These included (1) using an incremental development strategy for the creation of their 
algorithms, (2) writing and testing small segments of code to verify intended functionality before 
continuing with further development, (3) using a modular programming approach where the main 
program is broken down into various user defined functions that perform specific task which can 
be debugged independently of the main program and allows students to work on different aspects 
of the program at the same time. In addition to the best programming practices previously 
mentioned, students were required to document all their code with sufficient comments and 
descriptive variable names. 

To encourage the use the best programming practices students were required to keep track of the 
functions and aspects of the code that they developed and were graded individually on how well 
they followed the best programming practices. Students were also evaluated on how well they 
were able to distribute the project programming tasks. 

A detailed description of the project specifications are provide below: 

Robot Specifications 

1.1 Sensor and Control Requirements 

1. Robot must be controlled by an Arduino microcontroller and programmed using 

Arduino C 

2. Input Controls or Sensors should be developed or incorporated to: 

a. Control the motion of the robot 

b. Controls should be easy to use to command motion to be able to win a race 

c. Measure distance travelled with no more than 15% error 

d. The estimated measured distance and commanded motion should be shown on 

an LCD screen 

3. If the robot does not receive any input control information from the user for more 

than 45-seconds, it should shut down all functionality and display a message on the 

LDC display describing the current state 

1.2 Power and Propulsion Requirements 

1. Robot motors should be powered by 4 AA batteries 



 

2. Arduino microcontroller should be powered by a separate 9V battery 

3. Transistors (TIP 120) must be used to control geared DC motors 

4. Robot must be capable of driving in a straight-line, make left and right turns 

5. Be able to drive forward and in reverse 

1.3 Size and Center of Mass Requirement 

1. Robot must be able to fit inside an 8”x7”x7” box 

2. Center of mass should be kept low to avoid tipping 

3. More weight should be distributed above the wheels for better mobility  

1.4 Safety Requirements 

1. All components must be securely attached to avoid any malfunction during the task 

2. No sharp or protruding edges/corners 

3. Robot must have a safety kill switch  

1.5 Cost Requirements 

1. Additional build components not included in the class Arduino kit, should not exceed 

$20. The cost of consumables such as batteries are excluded from this requirement. 

1.6 Testing Requirements 

1. The robot must be able to complete a high intensity 22 feet long race in less than 3 

minutes.  

2. Robot driver will only be able to control the robot with user inputs and CANNOT 

touch the robot after race starts 

3. The robot’s ability to estimate distance and display information will be tested 

4. Check your robot meets all robot specifications 

5. Operation of the robot must be demonstrated and verified by the last day of class of 

week 10. 

1.7 Product Deliverables 

1. Working instrumented robot racer by Week 10 

2. Written Formal Report (Due on the scheduled final exam date) 

Project Schedule 

To ensure that the students made significant progress each week the following project milestones 

were specified for weeks 8-10. 

• Week 8: The robot must be built. Must show motors moving and LCD displaying messages. 

• Week 9: The robot must demonstrate variable speed forward and left/right turning. It should 

also be able to display the distance travelled. Inputs to control robot should be incorporated. 

• Week 10: The robot must be able to compete in race on the 2-hour lab day and meet all robot 

specifications. Project must be fully functional. 

Student Projects 



 

Some examples of team projects are described in the proceeding section. 

Project 1: 

A team of two students worked on this project. Figures 1 and 2 show the overall layout of the robot 

racer and the IR remote used. The design incorporates two DC motors with wheels, motor driver, 

LCD screen, Arduino microcontroller, custom chassis, caster wheel, batteries, potentiometer, IR 

sensor and remote control. The motor driver is used to control the speed of the wheels while any 

commands sent to the robot are displayed on the LCD screen. The brightness of the LCD screen 

is controlled by adjusting the potentiometer.  The IR pulses transmitted from the IR remote are 

received by the IR sensor and are decoded in software to interpret which button was pressed. The 

Arduino is powered using a 9-volt battery. Due to the internal resistance of common 9-volt 

batteries and the current drawn by the motors, a separate 9-V power pack was employed to power 

the  DC motors to prevent (1) underpowering the Arduino during times of high current demand (2)  

overheating the Arduino’s on-board voltage regulator, and (3) accidentally violating any of the 

Arduino’s individual pins max current rating. 

 

 

Figure 1:  Robot layout of components Figure 2 :  IR remote used 

 

Figure 3 shows the wiring diagrams created by the team to document how the DC motors are 

powered and how the motor controller is interfaced with the Arduino microcontroller. As shown 

in Figure 3, the logic of the motor controller is powered directly from the Arduino 5-V rail while 

the motors are powered from a separate 9-V supply. 

Figure 4 illustrates the required connections needed to power the LCD from the Arduino, the 

necessary wiring to incorporate a potentiometer to adjust the brightness of the screen, and the 

digital I/O’s used to write to the screen. Both Figure 3 and 4 were created using Fritzing, a free to 

build open-source software program. 
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Figure 3: Wiring Schematic for DC Motors and motor driver. Diagram created with Fritzing [12] 

 

 
Figure 4: Wiring Schematic for the Liquid Crystal Display and Contrast Potentiometer. Diagram created with 

Fritzing [12] 
 

Some unique self-learning characteristics of this project, in addition to the required integration of 

the LCD, included the use of an infrared remote control to command the robot. Students had to 

learn how the IR sensor and remote kit worked and explore the Arduino IR library to interpret the 

IR signals. Additionally, students incorporated a motor driver which was not introduced in the 

course to drive the motors both forward and in reverse. To document the project circuits, students 

had the choice to use simple PowerPoint drawings but instead opted to learn how to use the Fritzing 

program on their own to create more realistic and visually impacting diagrams. Overall, 

approximately 81% of the class used the Fritzing program to document their circuits.  

To determine the overall distance travelled by the robot, the team first performed an experiment 

to find the time required to travel 3 meters at different speed settings. From this information the 

speed of the robot was determined for the three speed settings and used to estimate the distance. 



 

The distance was calculated by computing the distance travelled every tenth of a second and adding 

this distance to the total travelled distance. One of the issues that the team encountered was that 

their distance calculation measurement was sensitive to the battery voltage and required other 

speed calibrations as the voltage changed due to usage. 

Project 2: 

A second team consisting of two students also used an IR remote control kit to control the robot 

motion. However, their approach to controlling the direction of the DC motor rotation was 

different. Instead of using a motor controller like the students from Project 1, the students used 

transistors and mechanical relays to control the direction of current flow and consequently the 

direction of the motor rotation. Students during the course were taught how to drive a motor in one 

direction, however no methods were presented to reverse the polarity. Armed with the necessary 

foundational knowledge from the course, the team researched, learned, and understood how to 

reverse the motor polarity to drive the motor in both directions. The circuit for the drive train of 

the robot can be seen in the Fritzing diagram in Figure 5. 



 

 
Figure 5: Robot drive train circuit. Diagram created with Fritzing [12] 

 

Texas Instruments Power (TIP) 120 transistors where used to drive the motors while the 

P2N2222AG transistors were used to energize the coil in the relays. 

Another interesting aspect of this team’s project was the method they used to measure the distance 

travelled. While many teams used a speed calibration approach as described in Project 1, this team 

developed their own custom optical encoder using the robot’s wheel, electrical tape, and a light 

sensor, as shown in Figure 6.  



 

 
Figure 6: Custom encoder developed by the team to measure position 

 

Covering part of the wheel with electrical tape created a small window that allowed light through 

for part of the wheel rotational cycle while the rest of the time the inside of the wheel was dark. 

This variation between high and low light intensities inside the wheel was detected by the light 

sensor and was used to count the number of rotations of the wheel. From the number of rotations, 

the team was able to determine the overall distance travelled by multiplying it with the 

circumference of the wheel. To ensure good encoder performance the team obtained the dark and 

light intensity values inside the wheel from the sensor to determine an appropriate light threshold 

for determining the rotation of the wheel. This reduced the false positives that could result from 

the light variations in the room.  

Project 3 

Another team consisting of two students took a different approach for controlling the robot motion. 

Instead of using an IR sensor and remote they developed a wired solution by using a secondary 

breadboard, potentiometers and switches, as shown in Figure 7. The two potentiometers were used 

to control the steering angle of the robot and the motor velocity. The switches were used to 

implement an emergency kill switch and an ignition button. 



 

 
Figure 7: Robot layout of components 

 

This team utilized a micro servo motor to steer the robot, an unexpected student solution to 

steering; all other teams used a differential drive approach to steer the robot vehicle. The steering 

mechanism allowed the team greater control of the robot’s direction. A side view of the vehicle 

illustrating the steering mechanism can be seen in Figure 8. To manufacture the steering 

mechanism and the chassis of the robot, the team 3D printed the components.  

 

 
Figure 8: Steering robot mechanism manufactured by the team 

 
Conclusion 
 
This paper describes the structured pedagogical framework used in a freshman mechanical 

engineering course that uses a targeted class kit to teach students how to take individual 

components and transform them into an integrated system. The course focused on   



 

promoting a computation mindset by having students deconstruct a complex task into more 

manageable and modular tasks, and by requiring students to plan their algorithms using flowcharts. 

Furthermore, a system thinking approach was encouraged with the project, as it required students 

to take the individual components formally covered in the course and combine them into an 

integrated system that met specific design requirements. The course also encouraged programming 

multilingualism by introducing students to a new programming language and drawing parallels 

between the two languages to mitigate the fears of learning a new language in the future. The class 

also provided opportunities for students to develop essential software and hardware 

troubleshooting skills with the use of tutorials and with the creation of weekly circuits. 

Furthermore, the class culminated with an open-ended project where students were tasked with 

developing a robot racer to compete with other students. This project was designed to promote and 

stimulate self-learning opportunities and to provide students with an intricate task that required the 

students to break the problem into smaller tractable subproblems, examine feasible solutions, and 

develop a wining algorithm to beat the competition. A student survey was conducted at the 

conclusion of the course to assess the students’ experience with the goal of improving future lab 

activities. From the survey it was clear that students felt that the project helped them feel more 

comfortable programming in C. In addition, they appreciated learning C-programming to be able 

to deploy a stand-alone mechatronics system that did not require a bulky laptop or desktop. 

Students also reported that the project helped them improve their troubleshooting and 

programming debugging skills. Finally, students felt confident in learning how to use new 

hardware that involved digital and analog concepts formally taught in class. Overall the structure 

of the class and the project was a success. The hands-on lab experiences helped students understand 

mechatronic concepts, and the project helped create a competitive environment that motivated 

students to learn how to use new hardware while at the same time creating a level of camaraderie 

among teams that made the experience fun and enjoyable. In the future, to improve the course, 

more time will be dedicated to making a transition from MATLAB to C-programming and more 

activities that help develop student’s algorithm abilities will be developed. Finally, the authors 

would like to emphasize that MATLAB was the primary programming software used for this 

freshman experience due to its availability at our institution. However, the same experience could 

have also been accomplished with other suitable open-source software such as GNU Octave, since 

it provides a similar interface to the Arduino support package in MATLAB. The availability of 

this open-source software makes this experience more accessible to other institutions with limited 

resources. 
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