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ABSTRACT
Humanitarian Free and Open Source Software (HFOSS) projects are supported by communities that focus on developing software to solve societal challenges and improve the human condition. These projects provide rich opportunities for computing students to practice and learn both technical and professional skills. In addition, the transparency of HFOSS projects provides students with an opportunity to create a portfolio of their contributions to real-world projects. This paper reports on three different undergraduate courses where students learned by participation in an HFOSS project. The paper provides an overview of each class and description of results. Student reflective writing about their class experiences was used to gather unstructured observations about the student experience and learning. This student perspective is summarized and discussed to provide insight into the effect of student participation in HFOSS projects as part of an undergraduate computing program.
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1 INTRODUCTION
Free and Open Source Software (FOSS) is software that is developed transparently with source code and other artifacts accessible and a license such that anyone can study, modify, and share the software. FOSS has gained a significant market share across a range of applications including operating systems, cloud computing, databases, and big data. In fact, the majority of enterprise, mid-market, and small businesses are widely adopting FOSS [1]. In addition, many major companies, including proprietary software vendors such as IBM and Microsoft, have groups devoted to open source.

Humanitarian FOSS (HFOSS) is FOSS that exists to improve the human condition. HFOSS projects address domains including disaster response, micro-finance, education, and health care. The altruistic objectives of HFOSS projects are intriguing for computing education since some studies have shown that the software applications that help people may attract female students to computing. [2, 7, 8, 12, 14, 21, 23]. In addition, the humanitarian nature of HFOSS communities appears to create a welcoming environment for new contributors.

FOSS projects have several characteristics that make them particularly attractive and important to integrate into student learning about software engineering:

- Transparency - All source code, and many software project processes, communications, documentation, and other artifacts are accessible, allowing students to view the project at different stages of maturity while also providing the opportunity for their own contributions to be made visible.
- Openness - The open licenses used in FOSS projects avoid the issues of proprietary development and intellectual property that may occur when students participate in proprietary projects.
• Scale and complexity - Successful FOSS projects are complete software products. They have a large code base, defects and feature requests, defined processes and tool chains, developer teams (often distributed), documentation, clients who use the product, etc. Involvement in an ongoing FOSS project exposes students to the complexity and scale of a real-world project.

• Innovation - FOSS has become the source of many innovations in software engineering practice. This makes it more important for students to gain an understanding of FOSS tools, techniques, and culture. These characteristics are a natural fit for instructors who want to utilize real-world projects as a basis for student learning about software engineering [3, 6, 13, 16, 22, 27, 30].

The characteristics of open source projects create potential for student learning across a wide range of topics including:

• Technical Skills - The opportunities begin with programming, debugging, testing in the context of a large code base, and extend to include development tools, version control, product packaging, etc.

• Professional Skills - By observing and interacting with an HFOSS community, students can develop skills in team participation, critical thinking, and communication. Interactions with an HFOSS project provide students with the opportunity to observe both good and bad examples of these skills.

• Distributed Development - Many FOSS projects have contributors from around the world. Student participation can provide an opportunity to work with a globally distributed software team.

• Software Process - The software development process used by the HFOSS community is usually agile and HFOSS projects are often early adopters of new development approaches such as continuous integration, and containerization. Indeed, many applications that support these approaches such as Ansible, and Docker are open source projects themselves.

• Computing for Social Good - Participation in an HFOSS project provides students with some understanding of the potential for positive social impact of computing.

While the potential for student learning from HFOSS is great, there are challenges to taking this approach. There are typically multiple learning curves for both student and instructor including tools, development approaches, and project application knowledge. HFOSS projects are a less-structured environment than a typical classroom and some students have difficulty adjusting to a less-ordered environment. Instructors face additional challenges related to the creation and grading of assignments within the ever-changing environment of an HFOSS project. Instructors also encounter the difficulty of identifying appropriate projects and appropriate tasks within a project [32]. FOSS project selection for student involvement is an ongoing area of research [17, 20]

2 BACKGROUND
This section presents a brief summary of related work and the motivating questions for
2.1 Related Work

2.1.1 Pedagogy. Many open source projects are built around communities, and the structure has often been described in terms of the concepts of Communities of Practice. Wenger defines communities of practice (CoP) as "groups of people who share a concern or a passion for something they do and learn how to do it better as they interact regularly" [35]. This is a useful framework for FOSS, which operates under the philosophy that people working in groups, sharing code and mutually looking for and fixing bugs, creates an environment where the improvement of code takes place dramatically faster and more efficiently then solitary work [33].

Within this framework of Communities of Practice, student participation can be viewed as fitting the notion of legitimate peripheral participation. This allows for new participants to join the project, initially contributing in small ways, and gradually work from the periphery to more active core participation. Student participation can also be viewed as a form of cognitive apprenticeship [9] and fits easily with notions of active learning, and problem-based learning [19]. For HFOSS, the community can help provide a support system of experts with a variety of backgrounds [28]. In addition, [34] concludes that such collaboration can help reduce the impact of gender stereotype.

2.1.2 HFOSS in Education. Open source software has been used as a basis for student software engineering learning since the late 1990’s [31]. A common approach is to utilize a FOSS project as the basis for a capstone project [3, 10]. One obvious way for students to participate in a FOSS project is via code contributions. However, there are a wide variety of ways that students can contribute ranging from documentation to testing to design [25]. Student participation in HFOSS can be closely aligned with service learning [26], an aspect of computing that has been shown to be attractive to groups under-represented in computing [4, 24].

The HFOSS Project was started in 2006. The HFOSS project was started in 2006 as a collaborative effort across several institutions to determine if "doing good" via participation in open source software projects could draw more students to computing disciplines [29]. Initial investigations into student learning in HFOSS identified:

- Potential roadblocks to student participation [5]
- The need for support for instructors [11]
- Guidelines to aid instructors [15]
- An initial approach to project selection [17]

Other research has explored ways to support student involvement in HFOSS projects. Results of this research [13, 14, 16, 18] have shown that student involvement in HFOSS has positive impact on:

- Student attitude towards software engineering
• Self-reported learning of software engineering knowledge
• Selection of major and career plans
• Technical and professional knowledge
• Understanding of how to develop and maintain software

It should be noted that female students reported a significantly greater understanding of how to manage software projects [14].

2.2 Motivating Questions

The investigation reported in this paper seeks to extend and confirm the results related to student learning reported above. The method is to examine three undergraduate courses that each had a focus on student participation in an HFOSS project. The courses were taught at three institutions by three different instructors. The instructors all have significant experience with involving students in HFOSS projects. The focus of this investigation can be summarized as an attempt to deepen understanding of student participation in HFOSS communities with regard to the following questions:

1) What types of knowledge and skill do students report developing by working on an HFOSS project?
2) Do students indicate that HFOSS participation provides motivation or affects confidence about pursuing computing careers?
3) What impact does it have on students to interact with the development community of an HFOSS project?

A key difference in the method of this paper is that it focuses on reflective writing of the students. Earlier work relied on structured surveys with Likert scale items and some opportunity for student comment on selected topics. The approach for this investigation was to collect student thinking without the prompting on particular aspects of expected learning and see what topics emerged naturally from the students’ reflections.

In the sections that follow, each of the courses is summarized including an overview of the course, description of the student project, summary of results of student participation, and student observations on their learning. These sections are followed by a discussion of the themes that emerge from the unstructured student reflections.

3 COURSE EXPERIENCES

This section describes the three courses that were taught with an emphasis on student learning by participation in HFOSS projects and student reflective writing on their experiences.

3.1 Western Oregon University

Western Oregon University is a public, mid-sized university with a total enrollment of 5,382 (4,833 undergraduate and 549 graduate students) located in Monmouth, Oregon. The Division of Computer Science houses both the Department of Computer Science and the Department of Information Systems. The Department of Computer Science has approximately 145 students
and the Department of Information Systems has approximately 60 students.

3.1.1 Course Overview. CS435 Open Source Software Development is a senior level course offered during Spring, a 10 week term, every year as an elective choice for the Computer Science major. Approximately 90% of WOU seniors take Open Source Software Development each year.

The course starts with specific assignments designed to provide an overview of what open source software is, cover the tools of the community, and set up communication tools to record the journey of each student. Students self-select into groups of 3 - 4 that will serve as their team during the course. After this introduction, students learn about evaluating open source projects, triaging bugs, and how to use bug-tracking systems. All of these beginning assignments are used to learn about the FOSS community as a whole and were developed and shared through the site foss2serve.org. The rest of the term is used to actively participate in finding, fixing, and submitting patches for bugs within the Mozilla community.

3.1.2 Project. CS435 students participate with the Mozilla project, working on the Developer Tools (dev tools) or the Mozilla-central core. Mozilla was chosen as the project for this class based on its reputation as being an open, friendly community and for its work with student populations. Members of the Mozilla community have been guest speakers in several offerings of the course. In addition, a member of the Red Hat community comes to speak about licensing each year.

Mozilla also provides a variety of different areas in which to participate. This allows students to start in dev tools, a smaller area with a more manageable environment to build as a newcomer than the mozilla-central core. The work with the dev tools environment gives many students the confidence to move onto the central core.

3.1.3 Results. In the three years Mozilla has been used as the open source project for the CS435 class, fifteen out of sixteen groups have submitted a pull request for between one and three bugs. During the 2018 spring term all five groups had their pull requests merged into the code base. Additionally, individuals have also attempted to patch a bug solo after the group bug was merged. Two out of eighteen students were able to get a solo bug pull request merged, a remarkable accomplishment in a 10-week term.

3.1.4 Student Observations. Students were required to blog as well as to complete a reflection paper at the end of the term. In these, a large number of students report that they have learned much more than they expected. However, they also talk about the difficulty of jumping into the project and having to figure it out. Ultimately, the rewards of taking that risk are great.

Students reported on the advantages of working with a large code base "Looking at unfamiliar code, and professional code at that, has given me a better understanding of how to code and helped to better my own coding. Just working with the size of the devtools codebase has given me an appreciation for how large scale some of these projects can get, ... The diversity of people working on the project too has also made it less intimidating for me to get into as it shows me that any and all can help contribute to the project."
Additionally group work was discovered to be advantageous and community factored into success. One student reported "What I learned from this course is how beneficial working with groups and in a community can be …I always thought that there was this stigma that you had to become this master coder and be able to do anything and everything to do with computers by yourself. That if a hard problem had arisen, you and solely you had to figure out the solution. Participating in a HFOSS project showed me - physically in class and virtually online - that it isn’t anything like that." Two other students commented on community "In the end I feel like I can understand the process and interactions inside the Open Source community much better than when I began. Locating a bug is much easier now, as well as how to get additional information from those who have been working within the project for a while. I am no longer nervous to dive into fixing a bug and I hope I can continue to find the time to contribute much more to Open Source. "In reference to taking on a second bug: "It also didn’t take too long to figure out what I needed to do, because of how much I learned from my time on bug 1."

Students have noted that having the Mozilla community willing to help and respond quickly to questions in a kind and helpful way made a process they were initially intimidated by easier and it helped build their confidence. One student, reacting to the community, said, "I think it is worth mentioning that every one that I have personally communicated with has been extremely professional, kind and helpful. There is a positive attitude that is contagious while working with HFOSS, and everyone seems to be very encouraging of new members." While another student talked about overcoming fear, "Participating in large projects like this can be so intimidating but don’t let that stop you. The community is so friendly and open to it. Just jump in and they’ll help you in every way they can." It was also noted that members of the community were a big help in getting students involved, "What was your greatest source of help in becoming engaged? The member darkwing on GitHub. We communicated with him quite a bit and he was very helpful and quick to respond to questions. We definitely couldn’t have completed our first bug if it wasn’t for his help."

Additionally, as a teacher, approaching an inclusive community makes it easier to get questions answered and to find community members who are willing to help.

3.2 Drexel University

Drexel University has about 26,000 students and is located in Philadelphia, PA. The University has a strong focus on applied technology and is known for an emphasis on cooperative education. The College of Computing and Informatics has about 1,800 students including 1,200 undergraduates who all participate in co-operative education as part of their degree programs.

3.2.1 Course Overview. Humanitarian Open Source was offered as an 11 week special topics course in the spring quarter of 2018. There were 11 students in the class, primarily computer science majors in their last two years of study. The first part of the course included readings,
assignments, and some lectures to introduce students to open source. This included coverage of the history of open source, the difference between the Free Software movement and the Open Source Initiative, exploration of typical HFOSS project features, tools, and processes, and considerations for evaluating open source projects. The later part of the term focused on exploring and participating in HFOSS projects.

3.2.2 Project. The HFOSS projects for the term were limited to a set of projects related to food and nutrition. Students were given a short list of projects to explore and they self-organized around two projects: Open Food Facts, which is a crowd-sourced database of information on food products, and Pantry for Good, which is a food bank logistics and management project. Once projects were selected, students shared information about the project, but were free to work independently on aspects that interested them.

3.2.3 Results. Students explored the project that they selected starting with installing the development environment and reviewing features of the production environment. Students mostly chose to focus on known code defects, although a few spent time working on product documentation or language translation needs as well. Of the eleven students in the class, 8 had at least one contribution accepted by the project, and 6 of those had multiple contributions accepted. All of the students reported significant learning from their efforts, even when contributions were not accepted by the project.

3.2.4 Student Observations. Several themes emerge from reflective writing done by students during the term, including:

**Subject matter knowledge** - quizzes and student comments indicate that students entered the class with relatively little knowledge of many aspects of open source. This includes the legal mechanisms that enable open source, the size of the open source market, the role of community in governance, open source as a career, and open source business models. Students also reported gaining additional understanding of technical processes and tool use. For example, while all the students were familiar with GitHub and basic revision control operations, some of them had little exposure to how this translated into workflow for distributed development. One student commented: "I have always been comfortable with pushing and pulling in Git, but I never knew about pull requests or merging into major projects. Actually going through the process of having to do a pull request taught me so much about how to work on a major project with other contributors."

**Community** - Students also became much more aware of the importance of community in open source projects, and the value for new participants of connecting with the community. When asked what advice they would offer to other students interested in HFOSS participation, many of the students pointed to the importance of connecting with the community. One student suggested: "it’s better to work within the community and not as an individual outsider", and another offered: "From my experience in starting out as a contributor, it is always a good first step to interact with current contributors to get a more detailed description of the history and the goals of the project." Students also noted that they found the project communities friendly and willing to help a new contributor. One student noted: "I was surprised at prompt and detailed replies to my questions, and felt very
Starting Small - In looking at student success and struggles, the three students who did not have any contributions accepted by projects all spent considerable time learning new technologies in addition to learning about the HFOSS project. While all of the students learned some new technology, it seemed important to keep a balance between new technology and the time needed to understand the HFOSS project. Several of the successful students noted that they started with simple tasks. One student suggested that a new contributor should work on "the easiest and most straightforward issue they can find." Another suggested: "When contributing to a FOSS project for the first time, you should start off with something small."

Social Good - Finally, several of the students were quite interested in the humanitarian aspect of HFOSS. One of the women in the class noted: "I've always wanted to make and contribute to software that helps people in the world, not just to make a good salary, and work on HFOSS projects is a great way to do that!"

3.3 Western New England University
Western New England University (WNE) is a small (approx. 2500 undergraduates) liberal arts University located in Springfield, Massachusetts. The Computer Science degree is offered by the Department of Computer Science and Information Technology that is housed in the College of Arts & Sciences. There are approximately 90 Computer Science (CS) majors and 35 Information Technology (IT) majors.

3.3.1 Course Overview. CS-490 Software Engineering is a senior-level course required for all CS majors. The course is taught in a 15-week term and is a typical project-based Software Engineering course offered in one term of the senior year of an undergraduate degree program. Emphasis is on the software development phases and an HFOSS project is used throughout the term to demonstrate concepts while providing hands-on project experience for students. There were 18 students in the fall 2017 offering of the class.

Assignments are a mix of project deliverables and homeworks. The project deliverables include a requirements document, requirements review document and design document. The individual homework assignments facilitate students becoming involved in the HFOSS project. There is a reflection paper due at the end of the term that requires students to reflect on their learning experience.

3.3.2 Project. The class focused on Accessibility aspects of the Mozilla Developer tools (dev tools) project. In particular, the class explored the accessibility issues related to the dev tools debugger. Students were split into four teams of either four or five students. There was one blind student in the class which provided that student’s team a real-world user of the application. Each team identified a bug to work on related to allowing users with limited sight to use the Debugger.

3.3.3 Results. Students were able to construct Requirements, Design and Test documents and each team worked on an accessibility bug. However, no team got far enough to submit a pull request.
3.3.4 Student Observations. Students were required to submit a reflection paper at the end of the term that discussed what they learned and how their learning was different in the CS 490 Software Engineering course. This section presents a summary of student observations about the course and their learning.

Many students commented about the unstructured nature of the course and the impact of working with a real project with real problems. One student commented, "Working in a professional environment such as Mozilla is completely different from everything I have done prior to this class." Two students commented about the motivation for learning: "A good amount of learning is shifted out of the classroom and instead relies on the individual to figure things out." In addition, multiple students commented on the open-ended nature of the course with one student indicating "There was no 'solution' to our problem that we would simply need to implement. We needed to search the code in order to understand what parts were related to our bug, and which parts would be needed to be changed in order to fix the bug. This is very different from the way that a typical classroom operates, because usually there are assignments that are given which have a predetermined solution that you can work towards."

The difference in the course impacted students’ learning style and enhanced critical thinking and problem-solving skills. One student indicated that "...the way we applied our knowledge was not the assumed accumulation of everything we had learned in computer science courses, instead it was how we were taught to think in our courses." while another stated "... we had to learn to figure out the answers, and the resources to those answers, on our own." The course appears to prepare students to enter the professional world with one student indicating, "The class experience was a reality check on how potential workplace environments will be. Tough and demanding, Software Engineering developed me into a more resourceful individual and showed me the different ways that the open source world can help me find answers once [I have] exhausted all other options." Another student stated "What counted was brute force determination, problem solving skills, and being willing to realize you were hopelessly lost without giving up entirely. There’s a lot to learn, and a lot of experiences that are very worth having. They come at a price though, and that price, at least for me, was a lot of failures along the way."

Most students commented on the usefulness of the community in their learning. Students commented: "We were also taught, in more ways than one, by the Mozilla community.", "In a sense the main strength of a FOSS community is the community itself, and having this community to reach out to while working to help them in a class was an immense aid and a learning experience in and of itself." Another student commented on the value of working in a professional community, "...how often are students given the opportunity to work on projects with non-students?" The Mozilla Dev Tools community was very supportive of students with one student commenting, "Never once did the community make me feel like I was a nuisance to them, as some of them almost seemed eager to help. It was very refreshing and almost motivating to have the community supporting us through it and essentially being a pseudo-professor for all of us."
Students also appeared to gain valuable teamwork skills and to appreciate working in teams. One student noted, "In a classroom setting, talking to someone outside of class to figure out how to do something or how to get an answer would be considered cheating. However, in the FOSS environment, talking to others is encouraged and often times the only way of solving a problem."

Several students commented on the size and complexity of the project and the impact on their learning. One student indicated "Learning that even small projects can take weeks to produce even a few lines of code was astounding to me." Others commented on the size of the code base "There are tens of thousands of lines of code compared to the in-class assignments’ usual around one-hundred lines of code."

Throughout the papers, there was a recognition that students were learning about how to be a professional software engineer with one student commenting "It is common for classes to teach you the content of what you need to be successful in a certain field, but not that common to teach students about how that field works on a day to day basis." Students also commented on gaining communication skills with one student stating "Through this we learned how to communicate efficiently and effectively to work on a small part of a large scale project which is something we will be doing in the real world every day." Another commented about the impact of communication on other professional skills "This communication was also a helpful learning tool as it taught us to think critically about the format and professionalism of our communication in a large community space, and essential skill in real world on the job communication."

Perhaps most importantly, many students commented on their learning within the course. Students indicated learning about development skills with one student commenting: “the experience made me integrate some better practices into how I write code, which I hope will have a positive effect on my skills and will make me more prepared for working as a full-time developer." Several students commented that they gained a better understanding of software engineering as a discipline with one student stating: “I feel as though this class has taught me beyond the overall scope of a general class. I am confident that with this course I have excelled in determining what it really means to be a software engineer." and another saying: “…it felt like we had worked on and understood the process of a real software project from start to finish, which was the main goal of the class." Lastly, students appeared to grow in professional skills with a student stating: "I grew as a developer, a person, and as a communicator."

It should be noted that many students indicated a sense of frustration or of being overwhelmed. Others commented on issues such as lack of documentation, delayed community response time, and size of the project. However several of these same students commented that they were glad that they had encountered this while in a classroom setting rather than in their first professional position.
4 DISCUSSION
This section summarizes some of the common themes that emerge in looking across the three courses and considering student observations.

- **Knowledge and Skills** - Many student comment on HFOSS participation as a "real-world" professional experience. This includes comments about the chance to integrate various aspects of software engineering process, dealing with large code bases, developing new appreciation for team processes and communication. Students understand that this is not just textbook learning, but that they are observing and participating in actual project work. Many student comments about learning focus on integration of prior learning and learning about professional practice. It is this sort of learning that seems to separate involvement in an HFOSS project from typical course work. This difference also seems to heighten student engagement considerably.

- **Motivation and Confidence** - Students in these classes are in the final years of their undergraduate degree, and generally settled on a computing major, so there is little indication that HFOSS participation affects choice of major. On the other hand, there are many aspects of student comments that indicate students are motivated by HFOSS participation, and develop confidence in their ability to interact with computing professionals. Students often indicate that the course has increased their understanding of their chosen profession.

- **Community Interaction** - Interaction with the HFOSS project community is central to student learning. Students generally report supportive interactions with HFOSS project communities. While this sort of reception is not guaranteed, students do seem to benefit from and be energized by interaction with community members. Being inclusive and welcoming is not always the reputation of open source projects, so this experience may be related to the humanitarian nature of the projects selected for these classes. Students that engaged the HFOSS community early tend to have a better understanding of the project’s requirements and of the project overall. They were more successful and generally seemed to find the experience more rewarding. The experience gave students a different sense of FOSS community dynamics and the important role of communication in distributed development. Multiple comments described a transition by students from being reluctant to engage with the community to endorsing early and frequent interaction.

- **Student Contributions** - There are a variety of contributions that students can make and taking advantage of these opportunities when possible can aid student learning. Known defects are often a good opportunity for student contributions. However, work with documentation or language translation are valued contributions as well. Code and processes are frequently undocumented. Having students document code is an excellent way for them to learn about the code base. For an instructor, it helps to design a course such that different students may make different contributions within the course structure.

4.1 Suggestions for Adoption
Instructors who are interested in exploring student participation in HFOSS projects might consider the following points:
• Start Small - The easiest way to introduce HFOSS into a curriculum is to start small. It is easier to get a grasp on how to work with HFOSS as a professor by finding one or two assignments for a class. Alternatively, HFOSS participation can be introduced by offering an independent study course for one or more students. These initial experiences can provide a basis for more extensive work in HFOSS with students.

• Utilize the Open Source Community - The collective understanding and knowledge of the community supporting an HFOSS project is far beyond that of an individual instructor. While the instructor must provide milestones and grading, the project community can be a resource for answering questions and helping to guide students.

• Consider Extracurricular Options - In some circumstances the best option for student learning by HFOSS participation may be via extracurricular activities. This could be as part of the programming of an existing student club, or a new club focused on open source. The Mozilla Foundation has an initiative to help student open source clubs succeed. (See https://opensource.mozilla.community/)

• Connect with other Instructors - TeachingOpenSource.org is an online community that has a number of learning activities designed for all levels of a computer science curriculum. All these materials are available under a Creative Commons license. Having other professors who are teaching using HFOSS to get advice from on what projects to consider or how to approach a community, to get assignments, or figure out how to assess participation in HFOSS is important. POSSE, the Professors’ Open Source Software Experience, also offers a workshop to help learn how to teach students how to participate in HFOSS. (See http://foss2serve.org/index.php/POSSE)
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