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The Combination Approach: Increasing Student Learning and Understanding 
of Introductory Computer Science Topics 

  
 Abstract 
 
One of the key components to an introductory Computer Science course is the lab component. 
This serves as a time for students to gain hands on experience with the concepts they are learning 
in lecture that week. Typically, the way the lab time is structured is students will be given the 
assignment and be allotted the entire lab period to work on their own with instructor help 
available if need be.  

 
While straightforward enough, this approach is less than ideal. With lab sizes in introductory 
courses increasing the number of students who need instructor help during the lab time increases. 
This approach leads to students not being able to get the attention they need as the instructor 
needs to move between students quickly or even worse…students may “fall through the cracks” 
as demand for help outpaces the instructor resources available. The result is students leaving lab 
with knowledge gaps regarding the topic that prevent them from creating a solid foundation on 
which to build their basic programming knowledge. Even worse is the fact this approach teaches 
students when they are handed a programming task to dive straight to code as fast as possible 
which may not be consistent with how they will work in industry.  

 
The goal of this paper is to outline a new paradigm for structuring the lab period which teaches 
students how to work with peers to solve a problem, think before they code, and build conceptual 
understanding. In this approach students do a combination of group work, individual work, and 
whole class work to solve the problem. This allows the instructor to better manage the students 
in the class and enables them to point out common “pain points” with the material being covered 
that week and show ways to optimize / speed up the code being written.  

 
This paper discusses the effectiveness of this approach by looking at qualitative student feedback 
as well as analyzing the student performance (grades) across sections of the class that had this 
new, combination approach versus the normal approach to lab of giving students the lab and 
having them work independently. The initial statistical analysis (difference in means, 95% 
confidence level) shows a statistically significant increase in lab, homework, and overall course 
grades for students that experienced the new, combination approach when compared to the 
students that experienced the normal approach to the computer science lab experience. 



1.0. Introduction 
 
One of the key components to an introductory Computer Science course is the lab component.  It 
is here that students get hands on with the concepts being discussed that week in the 
lecture.  This hands-on time is especially important in introductory programming classes where 
many students are getting their first exposure to programming.  The challenge though is how to 
structure this time effectively to ensure that students get as much out of it as possible. 

 
In prior semesters the format for such time was to begin with a quiz on the previous week’s 
material and then have students work on the lab individually.  A faculty member would be 
present to field questions and troubleshoot issues students may face while they are working on 
their solution to the lab assignment.  This proved to be problematic though as it resulted in some 
significant issues as enrollments increased in entry level Computer Science classes: 

1. Students would not be able to get the attention they needed 
2. Students would “fall through the cracks” since there was only one faculty member in the 

class 
 

Clearly, there was room for improvement.  In redesigning the lab experience for this introductory 
class, there were a few goals in mind: 

1. Teach students how to work with peers in Computer Science 
2. Get students to think about what they were going to code before they coded it 
3. Build conceptual understanding 

 
This paper outlines the revised approach taken because of these goals and discusses the results of 
this approach in an introductory programming course.  The hope is this work will serve as a 
template that can be applied in other schools to help improve understanding of early Computer 
Science concepts. 
  
2.0. Background 
 
As argued by Penny et al, lab activities exist to help students understand the intangible concepts 
they may be dealing with in the lecture portion of a class [1].  This is typically done by the 
student completing a lab assignment / experiment where they build a small program using the 
topic being discussed that week.  For example, if a student is learning about loops in lecture, they 
could be asked to write a program using loops to generate a multiplication table during the lab 
period.  Hazzan et al assert this allows students to be engaged in their learning rather than a 
bystander similar to what you might see in laboratories for the natural sciences [2]. 
 
Prior engineering education research has clearly shown that inductive teaching styles in lectures 
and lab sessions show the students the importance and application of the subject matter by 
showing the students particular examples while challenging them to keep building concept by 
concept to solve complex challenges [3] [4].  These inductive teaching methods typically use a 
scaffolded approach to lecture and lab teaching methods where inquiry learning, problem-based 
learning, and project based learning are utilized.  This scaffolded approach utilized in inductive 
teaching is more student centered than the traditional deductive approach where topic 
generalities and mathematical proofs are covered in the class followed by homework outside of 



the classroom [4] [5].  Utilizing this inductive teaching approach with a scaffolded approach, 
utilizing multiple, active learning focused teaching methods, mastery of the concepts is now part 
of the learning process as students actively work through problems or projects [5]. 
 
It has also been shown in engineering education research that student satisfaction, self-efficacy, 
and motivation are all significant parts of overall student perception of their learning 
environment and thus affects their learning of their subject material being taught.  Students gain 
satisfaction in lecture and lab periods in many different manners, some of which include 
achieving through actively working through problems and projects while receiving guidance and 
positive reinforcement for their work by their instructor.  In addition, being able to interact freely 
and comfortably with their instructor helps drive student satisfaction with their courses [6] [7].  
Helping the students through active learning lecture and lab sessions can help students build 
strong belief in their capabilities as they work through the challenges of solving the problem or 
completing the project.  The hands on, positive reinforcement given to them by their instructors 
during these activities can help to increase self-efficacy, which is known to influence the amount 
of effort students will put into their classes [8] [9].  By increasing student satisfaction with their 
classroom or lab experience and building up student self-efficacy beliefs, instructors an 
ultimately improve student motivation and the will to work harder in the classroom or laboratory 
[10]. 

 
The problem though is how labs can be poorly administered resulting in situations where 
instructors are monopolized and the time devolves into a study hall type session where the 
assignment is more like a homework (deductive approach) rather than an active practice session 
(inductive approach) [11].  Lab time needs to be used in such a way that benefits the 
student.  They need to be growing their skills as programmers so they are ready to take on the 
more complex challenges that lay ahead.  Additionally, one other main step in the process 
students need to spend time on from the very beginning as noted by Proulx et al is program 
design [12].  Students need to be able to build solutions that are well thought out and not just 
something that works. 
 
 
Clearly there is room for improvement in the lab space.  What seeks to be a way of helping 
students gain practical experience and be involved in their learning can become a study hall type 
environment with no clear benefit if it is not carried out with these active learning and inductive 
pedagogical methods put into place.  Moreover, this can lead to a missed opportunity at the 
Computer Science 1 (CS 1) / Computer Science 2 (CS 2) level to begin having them think about 
program design. 
  
3.0. Implementation 
 
Given the goals outlined in the introduction, the introductory Computer Science course lab was 
restructured.  In this restructuring the lab was broken into two key components: 

1. Algorithm Generation  
2. Implementation 

  
 



3.1 Algorithm Generation 
 
After the weekly quiz, the first ten minutes of the lab period is dedicated to algorithm 
generation.  Students begin by working in small groups to develop a series of steps to solve the 
programming assignment.  This is done in English with the students writing a set of steps to 
solve the problem instead of pseudocode or a flowchart as these topics are not taught in the 
introductory course.  Each student is expected to submit either a picture or PDF copy of this as 
part of their lab submission.  The algorithm is graded based on the student’s attempt rather than 
correctness and is worth two points out of the twenty the lab is worth in total. 
 
After the ten minutes have elapsed, the whole class works with the instructor on the chalk / white 
board to come up with a class algorithm to solve the problem.  The instructor will point out areas 
where the students may have steps missing, out of order, or may need to break given information 
down further to capture all the necessary details of the problem.  Once the class algorithm has 
been determined, the focus shifts to implementation. 
  
3.2 Implementation 
 
At the beginning of the implementation phase, the instructor will ask the students to work on a 
subset of the steps from the algorithm.  Depending on the work involved with those steps, the 
students will get somewhere between ten and fifteen minutes to complete this portion of the 
implementation.  At the end of this time, the instructor will use a computer that is connected to 
the lab’s projector to walk through the steps the students just worked on with their input as to 
what they did to accomplish each step.  The goal here is to give students more immediate 
feedback as to whether they were on the right track as well as to assist students who struggled to 
complete the steps indicated.  Additionally, the instructor can use this opportunity to point out 
common pain points they have seen students have with that week’s topic.  Previous work has 
clearly shown that instructor interaction and feedback is the main variable that significantly 
impacts the student learning outcome ratings in undergraduate lectures and labs [13].  
 
After the steps have been discussed, the instructor will then indicate the next set of steps they 
would like students to work on as well as give them an allotment of time in which to complete 
those steps.  As before, the instructor will go over those steps when the time has elapsed.  This 
process repeats until all steps have been completed.  Students submit the completed code as part 
of their lab submission for up to eighteen points. 
  
3.3 Applying Methodology in Other Courses 
 
While this modified approach is used in CS 1, this approach is not used in the intermediate 
Computer Science course.  This approach is feasible in CS 1, but it needs work before it can be 
adopted in CS 2.  Given CS 2 is designed for students who now have prior experience coding it 
doesn’t make as much sense for the instructor to be discussing the entire implementation, going 
back to the beginning topics in CS 1.  Similarly, in higher level classes it could potentially come 
across as insulting to students if they are given the same level of guidance as they received in CS 
1 in lab.  One possible way of addressing this would be to have the students be responsible for 
more of the lab on their own as they go further along in the major to the point where by their 



advanced coursework they are working almost completely on their own, with minimal instructor 
guidance. 
 
4.0. Results 
 
4.1  Quantitative Results 
 
Quantitative data (lab, homework, quiz, and overall scores) was collected from the Normal 
Treatment or Traditional Approach and from the Experimental Treatment or New Approach to 
delivering the lab periods for the introductory Computer Science course.  To diminish any 
additional variables in the data sets, the same instructor was in place for both the Traditional 
Approach and the New Approach.  The data collected for the Traditional Approach was 
collected in the school year prior to the New Approach data being collected.  The quantitative 
(grade) data was collected for all (27) students in the Traditional Approach lab sections of the 
course.  The quantitative (grade) data was collected for all (63) students in the New Approach 
lab sections of the course.  A summary of the Traditional Approach and New Approach grade 
statistical data is shown in Table 1 & 2 respectively below: 

 
Table 1: Grade Statistics (%) for the Traditional Computer Science Lab Approach 

Grades: Lab Homework Quiz Overall 

AVG 81.57 75.32 68.36 71.67 

STDEV 17.67 19.78 11.26 14.47 
 

Table 2: Grade Statistics (%) for the New Computer Science Lab Approach 
Grades: Lab Homework Quiz Overall 

AVG 92.01 85.13 64.44 83.80 

STDEV 15.04 19.58 17.11 15.93 
 
In an effort to test whether or not the new paradigm for structuring the lab period in the New 
Approach had a significant effect on student learning and performance, a statistical analysis was 
carried out on the grade statistics in the Traditional Approach and the New Approach.  At the 
95% confidence level, difference in means calculations were carried out for all four sets of grade 
statistics (lab, homework, quiz, overall).  The variances were assumed to be unknown and 
unequal for the difference in means calculations.  The following formulas (Equations 1, 2, and 3 
in Table 3) were used to calculate the difference in means where the New Approach was sample 
A and the Traditional Approach was sample B.    
 
 
 
 
 
 
 



 
Table 3: Formulas for Difference in Means Calculations (95% Confidence Level) 

                  Difference Between Two Means (Unknown and Unequal Variances) 

Equation 1: Degrees of Freedom 

               

Equation 2: t value 
 

Equation 3: Confidence Interval  

 
 
The 95% confidence intervals for the difference in means between the grade statistics for the 
New Approach (sample A) and the Traditional Approach (sample B) are shown in Table 4 
below.   
 
Table 4: Difference in Means Calculations (95% Confidence Level: Sample A – Sample B) 

Grades: Lab Homework Quiz Overall 
Upper Limit 
(95%) 18.30 18.98 2.20 19.06 

Lower Limit 
(95%) 2.56 0.64 -10.03 5.19 

 
Since this paper specifically addresses the lab portion of this course, it is important to mention 
how each lab session is graded.  Each lab session is graded out of a total of 20 points.  18 out of 
the 20 points are allotted to writing the program and solving the problem that was assigned and 
worked on in the lab session.  2 out of the 20 points are assigned based upon attendance.  In other 
words, as long a student attends the lab session and participates in the algorithm generation, the 
student receives the 2 points.   
 
The results in Table 4 show a statistically significant increase in lab, homework, and overall 
course grades for students that experienced the experimental treatment or new approach when 
compared to the students that experienced the normal treatment or traditional approach to the 
computer science lab experience.  There was no statistically significant change in quiz grades 
observed between the traditional and new approach. 
  
 
 



 
4.2  Qualitative Results 
 
To get feedback directly from students regarding this new lab approach, student end of semester 
evaluations were used.  These evaluations are anonymous to the instructor and there is no 
mechanism through which the instructor can de-anonymize the feedback.  Student feedback 
regarding this new approach to lab has been positive with students indicating this has helped 
them understand the concepts being presented each week in the lecture.  Students have also 
enjoyed getting to interact with their peers during the lab period [13].  Students do still have 
some misgivings about the lab component of the course, but these are not germane to the topic of 
this paper. 
  
5.0. Conclusion and Future Work 
 
In this paper, a new combination approach for teaching lab has been discussed.  This approach 
has shown a statistically significant improvement in student performance on lab, homework, and 
their overall grade which shows this approach does have merit.  Moreover, the student feedback 
on end of semester surveys shows students do in fact see the merit of this approach and feel they 
have benefited from it regarding how ready they are to approach the homework for that week in 
the course.  In the future, it would be interesting to see if by changing to more industry standard 
ways of planning code such as the use of pseudocode or flowcharts would impact the student 
outcomes.  
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