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Abstract

Rapid changes in technology require frequent course re-designs and new lab equipment for various portions of the course. Keeping up with these changes requires significant time from faculty and also requires substantial financial support. We need methods for designing and modifying portions of courses to allow teaching of the most current technology without a continuous complete re-design of the whole course. The Design Layers approach offers a thinking paradigm that allows us to think about instructional design in a way that parts of the course change at different rates and can more easily be replaced if they are identified as separable components. This is analogous to object-oriented software design, where independent objects are replaceable as the system evolves.

This paper shows how Design Layers can be used to analyze course design and then presents the Unified Modeling Language (UML) as a notation for instructional design. We show how a variety of instructional scenarios can be analyzed using UML notation. The notation reveals important relationships in the instructional design and helps identify weaknesses and dependencies between course components. It also allows designers to compare different structures and strategies in technical instruction.

The UML notation system can be used to illustrate outcomes-oriented teaching approaches including continuous-quality improvement mechanisms built into the course design and instruction. This notation can thus show not only the instruction but also the various evaluation mechanisms used to monitor and improve the course for future students.

Introduction

Technology, as an academic discipline, is focused on application and integration of existing technologies. Students in technology disciplines need a substantive grounding in science and engineering design principles. They also need a deep understanding of their specialist discipline. Since technology has a strong emphasis on integrating various technology components it necessarily requires that technologists stay current with technological changes. Part of the challenge of teaching, learning and practicing in a rapidly evolving environment is the need for life-long learning. This presents a number of challenges for university faculty teaching in these disciplines.

One major challenge for technology faculty is the need to constantly review and re-design their course material to include significant technology developments within their field. This is
particularly true for computer-oriented technologies that are strongly influenced by Moore’s Law, but the effects are also present in other technology disciplines. This constant updating can be an onerous burden and distract faculty from other responsibilities and opportunities in their scholarly work and teaching. The emphasis placed on applications of principles in technology disciplines means that not only does course material need to be revised frequently but laboratory assignments and project work needs to be revised. In senior and graduate classes in technology disciplines, where the technology being taught often reflects state-of-the-art practices in industry, this could require laboratory redesign or updating as frequently as yearly. The attendant financial costs and time invested by the faculty to provide well-designed laboratory experiences can become overwhelming. For example, in teaching a class related to modern computer operating systems involving, say the Windows and Linux operating systems, it is probable that at least one of them will go through significant changes as often as once per year, particularly if the various tools that are used to work with them are also considered. Updating lab configurations to reflect these changes requires changing lab computer software, and possibly hardware too.

In this changing environment it is highly desirable to explore paradigms of thought and methodologies which enable technology faculty to manage the necessary changes in their instructional design. This paper presents both a conceptual approach to the problem and a notational system which supports flexible and adaptable course design.

**Design Languages and Layers**

In the early days of software development computer programs were considered to be monolithic software constructions designed to solve various problems. As the discipline of software design evolved so paradigms were developed to view software design in terms of replaceable modules. That led to the current approach of object-oriented software design. Similarly other parts of computer design, both hardware and software, developed standards and interfaces so that a complete system could be built from cooperating modules coming from several different sources.

In a similar manner instructional design can be conceived not in terms of creating a monolithic pedagogical structure through various design steps but rather as creating a multi-layered structure where different aspects of the instructional design can be separated conceptually. This paradigm is known as the Design Languages or Design Layers approach.

The concept of Design Languages was strongly influenced by the work of Christopher Alexander in the architectural field. Alexander is also credited with having inspired many of the concepts in software design patterns. In architecture one can conceive of a building as being composed of many layers. For example we can think of the walls, the electrical systems, the furnishings, the décor and the climate control systems as different interacting layers. As the building evolves over time these layers can be separately removed and replaced. If the building is designed for evolution this removal and updating can be done with relatively little disturbance to the rest of the structure. In a similar manner we think of computer systems which allow us to remove software and install new software while leaving, say, the hardware and the operating system unchanged. In a like manner an instructional design can be considered to consist of a number of layers. As new technology or new teaching approaches are developed so the course design can be changed without tearing down and replacing the whole structure. A set of design
layers that reflect this approach have been developed by Gibbons. He proposes seven design layers. A brief description of each layer and its purpose is as follows:

1. **Content**: the content layer is concerned with the abstract organization of the instructional content. How will it be captured, partitioned and represented?
2. **Strategy**: Every artificial thing the designer does. All of the dimensions of all the artificial events. Deciding how to structure the course presentation is included here.
3. **Control**: The actions that the learner can perform. How does the learner speak to the system?
4. **Message**: The structure and message types that the system will use to communicate with the learner. Messages can be verbal, written, body language etc.
5. **Representation**: Motions and signs, instantiation of the messages with specific multimedia content; colors, fonts, screen arrangement, etc.
6. **Medialogic layer**: The logic that controls the media that carry the message to the learner.
7. **Data management**: Record keeping, progress monitoring, accumulating the record of the instruction.

The layers can be applied to technology instruction. For example, if a course is teaching computer operating systems and the only change made is to update the operating system then it is likely that the instructor will still be teaching the same concepts but that the representation of those concepts will change.

**Course Evolution**

As has been discussed above courses evolve due to changes in technology. They also evolve due to changes in instructional approach and for other reasons. For example an on-campus course might change to distance education course. We are suggesting that this process of evolution is continuous and that different layers or aspects of the course will evolve at different rates. In other words we are designing course materials in a constantly changing dynamic environment. For example, equipment failures could cause changes in the instruction on a scale of days and changes in lab equipment could cause changes in a scale of years while changes in basic technological principles might change on a decade time-scale.

In order to manage this course evolution for the best learning of the students a system for documenting course design provides a way to identify the different layers of the course, to identify instructional dependencies and thus allow the instructional designer to remove the layers that need changing and replace them with minimal disturbance to the rest of the course design. In practical terms we hope to be able to update our course without having to replace all of it by having a clear understanding of the aspects that are changing and clear documentation of their relationship to each other and their relationship to the outcomes and objectives of the course as a whole.

**Documenting Course Design**

One of the issues with any design notation system is its precision relative to its breadth. If a design notation system is sufficiently rich to convey detailed information, it is unlikely that it will be sufficiently general to convey the overall intent of the designer. Consider the example of
musical notation. Over the centuries this has developed so that it can express melody, harmonies, timing and dynamic variations, yet with all this it cannot express a whole ballet, just the music. The choreography, lighting and other aspects of the ballet are not conveyed by the musical notation.

The way this problem is usually solved in design disciplines is to use multiple independent but related design notations to convey a complete design. An example of this is provided by modern electronic designs. An electronic product is modeled by a combination of circuit schematic diagrams, PCB layout diagrams, specification lists of part parameters and three-dimensional drawings of the case showing the physical relationship between user controls and electronic sub-systems. All of these are required components of the design for a working unit.

The Unified Modeling Language (UML) has achieved both generality and precision by combining many related software design notations into a tightly coordinated whole to express a software design, incorporating aspects of data, control, timing, hardware constraints and more.

Computer software has developed over the last few decades within a climate that has recognized and rewarded rapid development of reliable systems. In the early days of computer software design the major focus was that the programs should work. As computers became more widely used outside of the technical community that developed them, the need for improved reliability, better user interfaces and lower development costs grew. Not only did customers require a more multi-faceted approach to design effectiveness but many more people demanded computer software. A key goal for software design became to create reusable and interchangeable components. In order to satisfy a software market facing explosive growth between the 1970s and the 1990s, design techniques were developed to meet different needs in different areas of application. Multiple techniques were developed to facilitate different ways of looking at design problems. Some design tools, such as flow-charting or pseudo-code, were designed to specify the control or sequencing of programs. Data-flow diagrams were used to map the flow of information through the system. In these the control structures were considered peripheral to the more important task of tracking the data. State “machines” were developed to describe how a system could change from one set of conditions to another, either without time constraints or including time constraints (Harel state charts)\(^5\). Neither of these types of state machines contained sequencing or data information. The importance of the end-user’s interaction with computer systems became more apparent as computers became ubiquitous in modern life, and considerable effort was expended in developing various Human Computer Interaction (HCI) design techniques.

Each of these techniques was successful in its own specific application field; however, designers were required to use an eclectic collection of them for large, complex designs, and these techniques were not developed to work together. For large projects programmers, database designers, hardware engineers, HCI designers, system analysts and other specialists would each use their own set of tools to cooperatively develop a complete system. This led by stages to the development of what is probably the most widely accepted software design notation system today, the Unified Modeling Language. It should be understood at this point that UML is described as a language. Since the term “language” has multiple interpretations it will be noted here that UML is a language in the same sense as other computer languages such as C++, Java.
and so on. Specifically it has a clearly defined syntax and notation system with limited contexts in which the symbols can be used. The complete specification is available on-line but is difficult to read. Good summaries are available, such as Fowler’s, illustrating the essential elements.

UML provides a mechanism for expressing many aspects of design, from initial analysis and user interactions through various aspects of the design and on to the final implementation. It provides a way to express component design detail as well as design interactions.

**Benefits of UML (or any other design notation system)**

The benefits of using UML are similar to those of other formal design notations. Firstly, a standardized design notation allows people to collaborate on and communicate designs from the conceptual phase through the implementation, testing and documentation phases. Particularly significant elements of design can be analyzed and debated by the broader community and, if successful, can be re-used in future designs, thus extending the vocabulary of the design language. Secondly, a formalized, standardized language, if it closely models the intended application domain, makes it possible to analyze the effects of a design before it is implemented. An unambiguous vocabulary and grammar make it possible for computers to manipulate and represent systems and, to a certain extent, verify their correctness. This verification is usually limited to the correctness of the syntax and symbol usage, but even that limited verification is extremely valuable. Another benefit is that of maintenance and adaptability of the design. By having the original design both broadly and precisely documented, it is much easier to understand the designer’s intent later and to implement changes in the system. Since UML defines both user-system interactions as well as precise system logic it allows the modification of the implemented system while still meeting the user’s needs.

The formal definition of UML is so strong that its use can be partially automated. That is, automated systems can check to see if the rules have been followed, can relate the same components appearing in different aspects of the design and can even generate computer code structures based on the design, rendering the implementation step much easier.

The formality of UML is both a benefit and a constraint. The precision of the definition leads to unambiguous communication of design ideas but the constraint of working within that language system does lead to certain kinds of design and encourage certain kinds of thinking. As has been noted by Kuhn technological exploration tends to function within paradigms imposed by the culture of the technical community. UML is the product of such a technical community and is embedded in the current software development culture of object-oriented software design.

The generality, precision and formality of UML can be contrasted with instructional design (ID). ID in its recent history has developed many processes, design languages and methodologies for creating and recording instructional designs. Many of these processes, such as the ADDIE (“Analyze, Design, Develop, Implement, and Evaluate”) design model, have become widely recognized and accepted. Similarly models, such as those developed by Gagne have also been widely adopted by instructional designers. Despite this wealth of available design methods, models and notations, there is no single system, widely used and recognized, for expressing complex instructional designs. Designers may use one of several design notation systems or, in
many cases, define their own system appropriate to their design philosophy. This necessitates explaining their notation system whenever they wish to share a design. The reader also needs to absorb the new, unfamiliar system and inevitably will fail to fully appreciate it at first, thus risking missing important aspects of the design.

It must be emphasized that UML is not a design methodology. No guidance is given within UML on how the designer should design. It provides a set of tools which encourage one to think of certain aspects of design or to view the design in certain ways. In this it bears an important similarity to Design Layers which also provide a way to think about instructional design without actually defining the ID process as, for example, the (ADDIE) instructional design model does.

**UML Diagrams**

A UML documented design consists of a series of “diagrams’ with specific purposes. UML is a graphical language or notation system\(^{10}\). Designs are specified in terms of diagrams. The OMG specification\(^{6}\) introduces them as follows:

“The choice of what models and diagrams one creates has a profound influence upon how a problem is attacked and how a corresponding solution is shaped. Abstraction, the focus on relevant details while ignoring others, is a key to learning and communicating. Because of this:

- Every complex system is best approached through a small set of nearly independent views of a model. No single view is sufficient.
- Every model may be expressed at different levels of fidelity.
- The best models are connected to reality.”

The concept of abstraction, expressed above, is very important in ID as well as in software design. One of the ideas emphasized in the design layers approach is that almost all of the layers are abstract. We are trying to extract the essential concepts behind the content, strategy, controls and so on to be able to communicate with the learner effectively. There is also a notable similarity in the concept expressed here to the many nearly independent views of an ID design. This is directly reflected in the design layers approach to ID, where the diversity of viewpoints is recognized.

The diagrams in UML are as follows (from [6]):

“In terms of the views of a model, the UML defines the following graphical diagrams:

- use case diagram
- class diagram
- behavior diagrams:
  - statechart diagram
  - activity diagram
- interaction diagrams:
  - sequence diagram
  - collaboration diagram
- implementation diagrams:
Shalloway and Trott\textsuperscript{11}, suggest that the different UML diagrams apply to different phases of design. Without going into detail it is worth mentioning that this diversity is part of the power of a generalized language. As we develop instructional designs we deal with customer requirements and then develop strategies, controls and other aspects of the design. All the different aspects, or layers, are expressed in the final design but certain of them are emphasized more at different times.

No further background into UML is provided here. The reader is invited to look into some of the references for details as required.

**Applications of UML and Layering to Technology Course Design**

Adapting UML to document instructional design requires some simplifications. Martin Fowler points out that UML can be used “sketch” a design idea or “blueprint” a design or as a programming language, with increasing levels of formalism. Most appropriate to ID is to use UML to sketch or record course designs. Used in this mode the basic symbols relationships and ideas of UML are used but where necessary liberties are taken to simply express ideas.

With this in mind we could use Class Diagrams to show relationships between course components. See fig 1 below.

![Figure 1 Course Objects](image-url)
The dependency relationships in figure 1 show relationships between the entities. Note that we can view the instructional design in different ways. Consider figure 2 below, which shows essentially the same instructional objects but focused differently.

Here the notation system helps us decide if the test, the topic or the student is the focus of our instructional design.

Here is another example of how the dependency arrows of UML show what is happening in an instructional situation. The situation documented here is that a very important concept is part of a course. In the left hand diagram of figure 3 the instructor wishes to ensure that students have a thorough understanding of the concept and practice. In order to do so the concept and also the associated lab assignment and equipment are discussed in class. Thus the dependency arrows flow from the presentation to the assignment and lab. Furthermore the instructor reinforces the lab assignment by linking it to a homework assignment. Furthermore when the lab assignment is complete the instructor reviews it in class (dependency arrow from lab to class presentation). With all this care the instructor has a high probability of being successful. Next time the course is taught the equipment technology has changed. The instructor now has a host of problems. Not only must new equipment be acquired, installed and tested, all the instructional material must also be changed. The class presentations, homework and lab assignment have all been affected.
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Now consider the right-hand design. Here the instructor has made the choice to focus on teaching the concept leading to a defined learning objective. The homework, class and lab experiences are all designed to support that objective. The lab equipment is designed to support the lab experience. When the lab equipment needs to be updated most probably the only modules to be affected will be the lab equipment module and, to a lesser extent, the lab assignment module.

Class diagrams document dependency and inheritance relationships. Other diagrams reveal different approaches to teaching.

The state diagram proposes that a class objective is presented and that triggers lab and assignment events. These are assessed and the results feed back into the objective. If the objective is satisfied the next class objective is triggered. This continues until all objectives are covered, which triggers a final assessment. Here instruction is triggered by objectives being completed rather than by class hours.

Further diagrams can be generated to illustrate the different aspects of the course design. We will only show one more example here. An important aspect of instruction is the relationship between the instructor and the student. These are represented in the Control and Message layers of the Design Layers paradigm discussed earlier. In order to document this relationship we can use the Use-case diagram from UML. A sample diagram is shown below.

The state diagram proposes that a class objective is presented and that triggers lab and assignment events. These are assessed and the results feed back into the objective. If the objective is satisfied the next class objective is triggered. This continues until all objectives are covered, which triggers a final assessment. Here instruction is triggered by objectives being completed rather than by class hours.

Further diagrams can be generated to illustrate the different aspects of the course design. We will only show one more example here. An important aspect of instruction is the relationship between the instructor and the student. These are represented in the Control and Message layers of the Design Layers paradigm discussed earlier. In order to document this relationship we can use the Use-case diagram from UML. A sample diagram is shown below.
The different UML diagrams can thus be used to illustrate an endless variety of instructional design aspects. Activity diagrams (flow charts) can show instructional strategy, Sequence diagrams can show relative (or precise) timing of courses and obviously UML is an appropriate tool for illustrating media-logic and data management layers of instructional design.

Conclusion

The rapid pace of technology change is both a challenge and a delight to students, professionals and instructors in technology professions. The constant re-design of courses to meet this challenge can be daunting for technology faculty. Techniques exist to make the system not only manageable but flexible and adaptable. The paradigm of Design Languages provides a way to view technology instruction so that the different rates of evolution of the different aspects are revealed. Once revealed it is much easier to design technology instruction so that it can be updated as necessary without disrupting design of the entire course. UML is a flexible and powerful design notation system. It provides a useful notation system for documenting instructional design. The relationships between instructional course aspects are revealed by the different UML diagrams.

Neither Design Languages nor UML constrain the instructional design, neither of them represents a design methodology although they permit analysis of instructional designs.

The work done so far has shown that these approaches are powerful enough to analyze and document a variety of instructional design situations and that the documentation can indeed isolate those aspects of instructional design which require updating.
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